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UNIVERSITY OF THESSALY

Abstract
School of Engineering

Department of Electrical and Computer Engineering

Doctor of Philosophy

Data Structuring Techniques for Non-Volatile Memories

by Athanasios FEVGAS

Non-Volatile Memories (NVMs) have revolutionize data storage replacing traditional mag-

netic HDDs in both consumer and enterprise computer systems. Flash based Solid State

Drives (SSDs) have become the storage medium of choice for many applications thanks to

their high throughput/low latency, shock resistance and low power consumption. Lately,

the advent of 3DXPoint with even better properties introduced a new breakthrough for stor-

age systems. Data indexing has been significantly influenced by these advances. Indexes

are special purpose data structures, designed to provide fast access to large data collections.

They have been extensively studied in DBMSes assuming HDDs as the underlying storage.

However, treating SSDs as simply another category of block devices ignoring their inherent

idiosyncrasies (e.g. erase-before-write, wear-out, asymmetric read/write speed) and their as-

sets (e.g. their ability to process more than one I/O requests in parallel) may lead to poor

performance.

In this dissertation we survey the most important flash-aware indexes [37] and we present

new indexing techniques for the NVM based storage. Briefly, in the first part of our research

we study flash aware spatial indexes, while in the second we follow a different roadmap

exploiting both flash and 3DXPoint technologies. Thus, we introduce GFFM [34] and LB-

Grid [35], two variants of Grid File for flash SSDs. GFFM utilizes a buffering strategy

that exploits batch writes, while LB-Grid uses logging to reduce small random writes at the

buckets’ level. We present flash efficient algorithms for range, kNN and group point queries

for both LB-Grid and GFFM. We also discuss our contribution in the development of flash

efficient bulk-loading, bulk-insertion and querying algorithms for the XBR+-tree [109, 107].

In the sequel, we examine hybrid storage configurations that comprise flash and 3DXPoint

SSDs. We propose the H-Grid [33], a spatial index structure that utilizes flash SSDs as

mass storage tier and 3DXPoint ones as performance tier. We examine R-tree efficiency on

a 3DXPoint SSD as well, and we present the sHR-Tree [36] an initial, yet illuminating effort

to develop a hybrid index based on R-tree. Finally, we assay the latest advances in the SSDs’

architecture, the programming models and upcoming NVM technologies and we discuss the

future trends and new lines of research related to this field.
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ΠΑΝΕΠΙΣΤΗΜΙΟ ΘΕΣΣΑΛΙΑΣ 

Περίληψη 

Πολυτεχνική Σχολή 
Τμήμα Ηλεκτρολόγων Μηχανικών και Μηχανικών Υπολογιστών 

Διδακτορικό Δίπλωμα 

Τεχνικές Δόμησης Δεδομένων για μη-Πτητικές Μνήμες 

του Αθανάσιου Φεύγα 

Οι μη-πτητικές μνήμες έχουν συνεισφέρει σημαντικά στην εξέλιξη των συστημάτων 
αποθήκευσης. Oι δίσκοι στερεάς κατάστασης τεχνολογίας flash έχουν αντικαταστήσει τους 

παραδοσιακούς μαγνητικούς δίσκους σε μια μεγάλη γκάμα εφαρμογών, καθώς προσφέρουν 

υψηλές επιδόσεις, χαμηλή κατανάλωση, οικονομία χώρου και μεγάλη αντοχή σε καταπονήσεις. 
Μια νέα τεχνολογία μη-πτητικών μνημών με ακόμη καλύτερες ιδιότητες, η 3DXPoint, φιλοδοξεί 

να αποτελέσει εφαλτήριο για ακόμη μεγαλύτερες επιδόσεις.  

Η πρόοδος που έχει συντελεστεί τα τελευταία χρόνια στα συστήματα αποθήκευσης  έχει 
επηρεάσει σημαντικά την ευρετηρίαση δεδομένων. Οι δείκτες είναι ειδικές δομές δεδομένων 

που αποσκοπούν στο να παρέχουν γρήγορη πρόσβαση σε μεγάλες συλλογές δεδομένων και 

έχουν μελετηθεί εκτενώς για την περίπτωση που ένας μαγνητικός δίσκος χρησιμοποιείται ως 
αποθηκευτικό μέσο. Ωστόσο, η απευθείας χρήση δομών που έχουν σχεδιαστεί για τους 

μαγνητικούς δίσκους σε συστήματα αποθήκευσης που χρησιμοποιούν μη πτητικές μνήμες δεν 

παρέχει ικανοποιητικά αποτελέσματα. Οι δίσκοι στερεάς κατάστασης συγκεντρώνουν ένα 

αριθμό από ιδιαιτερότητες, που μπορεί να οδηγήσουν σε χαμηλή απόδοση. Συνοπτικά, οι 
ταχύτητες ανάγνωσης, εγγραφής, διαγραφής δεδομένων διαφέρουν, η εγγραφή νέων 

δεδομένων απαιτεί την πρότερη διαγραφή τυχόν υπαρχόντων, ενώ μεγάλος αριθμός εργασιών 

εγγραφής/διαγραφής προκαλεί φθορά της μνήμης. Από την άλλη, η αποδοτική εκμετάλλευση 
του εσωτερικού παραλληλισμού που διαθέτουν οι δίσκοι στερεάς κατάστασης είναι άρρηκτα 

συνδεδεμένη με υψηλές αποδόσεις. 

Στα πλαίσια αυτής της διατριβής μελετήσαμε εκτενώς την βιβλιογραφία και παρουσιάσαμε μια 
κριτική καταγραφή των σημαντικότερων δομών ευρετηρίασης μονοδιάστατων και 

πολυδιάστατων δεδομένων που έχουν αναπτυχθεί για τους δίσκους στερεάς κατάστασης. 

Σχεδιάσαμε και αναπτύξαμε τα GFFM και LB-Grid, δύο δομές ευρετηρίασης χωρικών 
δεδομένων που στηρίζονται στο Grid File. Το GFFM αξιοποιεί μαζικές εγγραφές και 

αναγνώσεις, ενώ το LB-Grid χρησιμοποιεί μια τεχνική logging για να μειώσει των αριθμό των 

τυχαίων εγγραφών. Ταυτόχρονα, αναπτύξαμε αλγορίθμους ερωτημάτων που εκμεταλλεύονται 
τα χαρακτηριστικά των δίσκων στερεάς κατάστασης. Συμμετείχαμε στην σχεδίαση  τεχνικών 

μαζικού χτισίματος, μαζικής εισαγωγής νέων δεδομένων και μαζικής επεξεργασίας 

ερωτημάτων για το XBR+tree. Μελετήσαμε το πρόβλημα της ευρετηρίασης χωρικών 
δεδομένων σε υβριδικά συστήματα αποθήκευσης που αποτελούνται από δίσκους στερεάς 

ix
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κατάστασης τεχνολογίας flash και 3DXPoint. Αναπτύξαμε το H-Grid και το sHR-tree, δύο 

υβριδικούς δείκτες, που εκμεταλλεύονται τις ιδιότητες των δύο τεχνολογιών μη-πτητικών 

μνημών. Τέλος, με βάση τις πιο πρόσφατες εξελίξεις στις τεχνολογίες των μη πτητικών μνημών 

και των δίσκων στερεάς κατάστασης αναδείξαμε νέες ερευνητικές ευκαιρίες στο χώρο της 
ευρετηρίασης δεδομένων. 
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1 | Introduction

1.1 Motivation

Since its introduction, flash memory was successfully applied in various cases, ranging from

embedded systems of limited resources to large scale data centers. This was a natural con-

sequence of its appealing features: high read/write speeds, low power consumption, small

physical size, shock resistance, and absence of any mechanical parts. Thus, NAND flash

based solid state drives (SSDs) are gradually replacing their magnetic counterparts in per-

sonal as well as in enterprise computing systems.

This evolution also reached DBMSes, creating interesting lines of research in various top-

ics for many researchers. Since the efficient access to the contents of a file is of paramount

importance, the study of indexing was not an exception; indexes are special purpose data

structures, designed to speed up data retrieval. Indexing was extensively investigated in the

context of (magnetic) hard disk drives (HDDs). There exist numerous proposals, the major-

ity of which are based on the popular B-trees [8], R-trees [44], Linear [75] and Extendible

Hashing [32]. The direct usage of these data structures on flash based storage devices leads

to inadequate performance due to several remarkable characteristics that differentiate it from

the magnetic disk. Namely:

1. Asymmetric read/write cost: reads are faster than writes;

2. Erase-before-write: a page write (“program”) can be performed only after erasing the

block (a set of pages) it belongs. This means that in-place updates, a standard feature

of all HDD indexes, triggers a number of reads and writes in flash devices;
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2 Chapter 1. Introduction

3. Limited life span: every flash cell exhibits a high bit error rate (wear-out) after a certain

number of program/erase cycles. Consequently, the uneven writing of the pages may

render whole areas completely unreliable or unavailable.

To hide or even alleviate some of these peculiarities, SSDs adopt a sophisticated firmware,

known as Flash Translation Layer (FTL), which runs on the device controller. FTL employs

an out-of-place policy, using logical-to-physical address mapping, and takes care of wear

leveling, space reclamation, and bad block management. Thus, SSDs operate as block de-

vices through FTL. However, traditional indexes will still perform poorly if they are directly

applied to SSDs. For example, B-trees during updates generate small random writes, which

may lead to long write times.

The latter, and many others, are due to the intrinsic SSD internals, which cannot be

described adequately by a model, like, e.g. the successful I/O model of HDDs [1] and, there-

fore, should be considered during the index design; otherwise, the performance will be rather

unsatisfactory. For instance, a robust algorithm design should not mix reads and writes or

should batch (parallelize) I/O operations. All these are general indications, deducted through

extensive experimental analysis of the flash devices, since manufacturers avoid unveiling

their design details. During the last years, many researchers have proposed flash efficient

access methods. The vast majority of these works concern one- and multi-dimensional data,

mainly adapting B-trees and R-trees, respectively. Moreover, there exist a few solutions deal-

ing with the problems of set membership and document indexing.

3DXPoint is new non-volatile memory (NVM) that introduced by Intel and Micron in

2015; and the first storage devices (SSDs) based on it became available to the market in 2017

by Intel, under “Optane” brand name. 3DXPoint supports individual addressing of each

memory cell. A key feature of this new NVM is its low latency. 3DXPoint based SSDs can

deliver high IOPS even when a small number of concurrent outstanding I/O is used (small

queue depth), while their flash counterparts are more efficient under large batched I/O [61,

46].

Motivated by previous research, as well as the latest advances in SSD technology (e.g.

NVMe) and in non-volatile memories (e.g. 3DXPoint) we introduce new indexing techniques

for spatial data.

The reminder of this Chapter we shortly describe our contributions and we provide the

necessary background on NMVs and SSDs.

1.2 Contributions of this dissertation

In this section we summarize the main contributions of this dissertation.

GFFM. The GFFM [34] is the first study on the performance of the two-level Grid File

in flash-based storage. GFFM utilizes a buffering strategy that evicts the coldest pages first.
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The dirty evicted pages are gathered into a write buffer. The buffer is persisted to the SSD at

once, reducing the interleaving between read and write operations, and exploiting the internal

parallelism of contemporary SSDs. Increasing the size of the write buffer, and consequently

the number of outstanding I/O operations, leads to remarkable performance gains. Regarding

spatial query execution we introduce and evaluate flash efficient algorithms for range, kNN

and group point queries in [35].

LB-Grid. The LB-Grid [35] is another Grid File variant for flash storage. It utilizes logging

to reduce small random writes at the buckets’ level; and it uses a memory resident data

structure (BT T ) to associate data buckets with their corresponding flash pages. LB-Grid

alleviates the increased reading cost of logging, with efficient algorithms for single point

retrieval, range, kNN, and group point queries. The introduced algorithms exploit the high

IOPS, the internal parallelism of SSDs, and the efficiency of the NVMe protocol. We evaluate

LB-Grid against GFFM, R*-tree and FAST R-tree. LB-Grid outperforms its competitors in

all update intensive workloads, while it presents adequate performance in the read dominated

ones. The average cost of a single point search in LB-Grid is 1+ c/ϖ reads, c the average

length of pages’ lists in the BT T and ϖ the average gain due to SSD’s internal parallelization.

Regarding to the average insertion cost, it demands 1+Sr ∗Psm∗ϖ−1 reads and Sw∗Psm∗ϖ−1

writes, Sr,Sw the average number of page reads and writes, respectively, caused by splits, and

Psm the probability of a split operation.

xBR+-tree. The XBR+-tree [110] is a balanced index that belongs to the Quadtree family

[38]. We have contributed in the design of flash efficient algorithms for spatial query pro-

cessing for the XBR+-tree. [107] presents algorithms for bulk-loading and bulk-insertions

that outperform the previous HDD based proposals by a significant margin. Similarly, [109]

introduces flash efficient batch processing algorithms for point location, window, and dis-

tance range queries. The proposed algorithms achieve remarkable performance gains over

the original ones, even if the later are assisted by LRU buffering. The greatest improvement

is observed in experiments that utilize large datasets.

H-Grid. The emergence of 3DXPoint, a new non-volatile memory, sets new challenges for

data indexing. Although 3DXPoint SSDs feature high performance their cost is significantly

higher than that of flash-based devices. This fact renders hybrid storage systems a good

alternative. Thus, we introduce the H-Grid [33], a variant of Grid-File for hybrid storage. H-

Grid uses a flash SSD as main store and a small 3DXPoint device to persist the hottest data.

The performance of the proposed index is experimentally evaluated, comparing it against

GFFM. The results show that H-Grid is faster than GFFM execution on a flash SSD, reducing

the single point search time from 35% up to 43%.

Institutional Repository - Library & Information Centre - University of Thessaly
18/05/2024 11:27:09 EEST - 18.191.195.29
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sHR-tree Motivated by the gained results in H-Grid, we investigate R-tree performance

in a hybrid storage which is composed by a flash and a 3DXPoint SDD [36]. Furthermore,

we introduce the sHR-tree a simple, yet informative approach towards a hybrid R-tree. We

experimentally evaluate three different cases: i) R-tree on flash, ii) R-tree on 3DXPoint, and

iii) sHR-tree. The experimental results support our design hypothesis. Specifically, the R-

tree execution exclusively on a 3DXPoint device improves index construction up to 69%.

Similarly, the sHR-tree improves up to 24%. Regarding range queries, a gain up to 82% is

achieved when 3DXPoint is the sole storage. However, the gain is marginal for the sHR-tree,

since only a small number of nodes is persisted in the fast storage.

1.3 Background

In this section we review non-volatile memory (NVM) technologies, emphasizing on flash

memories and SSDs based on NAND flash chips. Understanding the basic functionality, as

well as the weaknesses of the medium and how they are tackled, gives the first insights in its

appropriate usage for efficient data manipulation.

1.3.1 Non-volatile Memories

Flash Memory. NAND flash has been introduced in 1999 by Toshiba as non-volatile stor-

age technology. Flash cells store information by trapping electrical charges. The first NAND

cells could use only a single voltage threshold storing one bit (SLC). Since then, MLC (multi

level) and TLC (triple level) cells were developed, which are able to store two and three bits

per cell, respectively, exploiting multiple voltage thresholds, 3 for MLC and 7 for TLC [86,

85]. Recently, products that use QLC (quadruple level) NAND flash chips were introduced

to the market. QLC cells can store four bits per cell using sixteen different charge levels

(15 thresholds). QLC devices are slower and less durable than MLC and TLC. However,

they provide higher capacities targeting to read intensive applications. Another method to

increase flash storage density is to stack flash cells in layers, one over the other. This type of

memory is called 3D NAND or vertical NAND (V-NAND). Today, up to 64-Layer chips are

widely available, while some products based on TLC 96-Layer NAND have been recently

introduced.

Two or more NAND flash memory chips (dies) can be gathered into the same IC package.

Fig. 1.1 depicts a typical NAND flash package containing two dies. Dies within a package

operate independently of each other, i.e. they are able to execute different commands (e.g.

read, program, erase) at the same time. They are further decomposed into planes which are

assembled by several blocks (e.g. 2048 blocks) and registers. The same operation can be

performed by multiple planes of the same die concurrently [26, 48]. Blocks are the smallest

erasable units in NAND flash, whereas pages are the smallest programmable ones. Each

page has a data region and an additional area for error correction data and metadata [85]. The
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FIGURE 1.1: The anatomy of a flash package

sizes of pages and blocks are usually unknown. However, typical values are 2–16KB and

128–512KB, respectively.

Continuous program/erase (PE) operations cause flash cells to gradually lose their ca-

pability to retain electric charge (wearing-out). Thus, every flash cell may undergo a certain

number of PE cycles before it starts to present high bit error rate. The lifespan of SLC NAND

is around 105 PE cycles, for MLC NAND is around 104, whereas for TLC is 103. QLC is

expected to have 102, hopefully 103 PE cycles.

NAND flash memories are prone to different types of errors, like failure to reset all the

cells of an erase block during an erase operation, charge retention errors, and read or write

disturbance errors [17, 83, 90, 115]. The most important reasons causing increased error rates

are wearing-out, aging, and exposure to high temperatures [83, 115]. Latest storage systems

utilized sophisticated error correction codes (ECC), such as BCH and LDPC, to decrease bit

errors [85]. However, when a block presents an unrecoverable error [115], or its error rate

exceeds the average [17], it is marked as bad and it is not used anymore.

Another type of flash memory is NOR, which was introduced by Intel in 1998. NOR

flash supports reads and writes at byte level. However, erases are performed at block level. It

enables in-place execution of machine code (XIP), avoiding prior copy of the program code

to RAM. NOR is usually used for storing small amounts of hot data or code in embedded

systems.

Other Non-volatile Memories. The emergence of new NVM technologies is promising to

change memory hierarchy in the future computer systems. 3DXPoint, Phase Change Mem-

ory (PCM), Resistive RAM (ReRAM), Magneto-resistive RAM (MRAM) and Spin transfer

Torque RAM (STT-RAM) are NVM technologies at different stages of development, which

promise very low read and write latencies similar to DRAM’s, high density, low power con-

sumption and high endurance [87]. Several studies propose different approaches for integrat-

ing the upcoming NVMs into the memory hierarchy [87]. However, their integration into

the memory system dictates changes to both hardware and software [62]. For example, data

consistency guarantees after a power failure are required in case that NVMs will be adopted

as main memory instead of DRAM, or as low-cost extension of DRAM [24, 132].
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3DXPoint in one of the most promising NVMs today. Intel and Micron announced 3DX-

Point in 2015, and Intel started to ship block devices based on 3DXPoint two years later. In

2019 the first products for the memory bus became available. Its architecture is based on

stackable arrays of 3DXPoint memory cells. 3DXPoint supports bit addressability and al-

lows in-place writes. It provides better performance and greater endurance than NAND flash

(up to 103 times), while its density is 10 times higher than that of DRAM [84]. 3DXPoint

SSDs provide 10 times lower latency compared to their NAND flash counterparts, while they

can achieve high performance at small queue depths [46, 61]. [46] discuses three different

models of adopting 3DXPoint within computer systems, particularly as: i) persistent storage,

ii) as extension of DRAM, and iii) as persistent main memory.

1.3.2 Solid State Drive Technology

Solid State Drives are met in most consumer computer systems that are sold today, while

they are gradually replacing HDDs in big data centers. SSDs employ non-volatile memories

(usually NAND flash) to store data, instead of spinning magnetic-plates that HDDs use.

SSD Architecture. Uncovering an SSD device (Fig. 1.2), we can see roughly a number of

NAND flash memory chips, controllers for the flash and the interconnection interface, and

an embedded CPU.

The most important component of an SSD is certainly the flash memory. Each drive

incorporates from a small number up to tens of IC packages, reaching storage capacities of

tens of terabytes. Two or more NAND chips (dies) are connected to a flash controller by a

communication bus, which is called channel. All commands (I/O or control) are transmitted

through the channels, which are 8 or 16 bits wide. Low-end devices incorporate 4 to 10 chan-

nels, while enterprise ones use many more. The flash controller pipelines data and commands

to NAND chips, translates CPU commands to low level flash commands, and manages error
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correction. The existence of multiple communication channels and the interleaving of op-

erations within each channel allows the execution of many I/O commands simultaneously,

which is known as internal parallelization.

The embedded CPU is an essential part for each SSD, because along with static RAM

(SRAM) provides the execution environment for the firmware that controls the operation

of the device. A multi-core embedded processor (e.g. 32-bit ARM) provides the required

processing capacity. A noteworthy amount of DRAM, varying from several MBs to a few

GBs, is also incorporated into the SSDs, storing metadata, such as the physical-to-virtual

address mapping table, or temporary user data. In some cases, consecutive update operations

to the same flash page are performed into DRAM, preserving medium’s endurance and saving

bandwidth. The Host Interface Controller interconnects the device with the host system [85].

All incoming or outgoing data are delivered through this controller. The entry level consumer

devices use the SATA interface, while the more advanced and the enterprise ones use faster

interfaces such as PCIe and SAS.

Storage Protocols. Storage protocols determine the connection and communication of the

storage devices with the host system. Both consumer and enterprise SSDs relied for a long

time on the SATA protocol, while SAS used to hold also a share of the enterprise market [29].

The advancement of SSDs made SATA and SAS inadequate to support their high efficiency

as they have been developed for magnetic disks [119]. Therefore, SSDs for the PCIe bus

were introduced.

The first SSD devices for the PCIe bus used to employ proprietary protocols or AHCI.

The demand for interoperability among different platforms and manufacturers led to the in-

troduction of the NVMe standard. NVMe is designed to exploit the internal parallelism of

modern SSDs, aiming for high delivery capability and low latency. It targets to the high

demanding applications with even real-time data processing requirements. To achieve these

goals, NVMe supports up to 64K I/O queues with up to 64K commands per queue, message

signaled interrupts (MSI-X), and a minimal instruction set of 13 commands [126]. Each ap-

plication has its own submission and completion queue which both run into the same CPU

core. On the opposite, the legacy SATA and SAS protocols support only single queues with

up to 32 and 256 commands, respectively. NVMe enables hosts to fully utilize the NVM

technologies providing outstanding performance. As a result, NVMe storage devices can

get over 1M IOPS, while the SATA ones cannot exceed 200K IOPs. NVMe enhances per-

formance and improves scalability [119]; it also reduces the overhead of system’s software

up to four times [134]. The NVMe protocol has contributed to the acceptance of SSDs in

enterprise storage systems.
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Flash Translation Layer. In the previous sections we analyzed the features of NAND

memory and presented the architecture of SSD devices, which aspires to obscure the id-

iosyncrasies of flash, providing a standard interface with the host system. To achieve this,

SSDs run sophisticated firmware code which is known as Flash Translation Layer (FTL).

The main functions of FTL are address mapping, wear levelling, garbage collection, and bad

block management.

FTL implements an out-of-place update policy, since flash cells cannot be updated in-

place. It marks old pages as invalid and writes the updated data into clean locations. It

hides the complexity of programming the flash cells, maintaining a logical to physical ad-

dress mapping mechanism. Three different mapping methods have been proposed which are

distinguished, based on the mapping granularity, into page-level, block-level and hybrid [65].

Out-of-place updates leave flash pages invalidated; thus FTL initiates a garbage collection

procedure to reclaim free space for incoming data [31]. Garbage collection is invoked when

the drive is idle or runs out of free pages. It exploits the utilization index ( invalid pages
total pages ) to

select the proper blocks [65]. Next, it copies any valid pages of the candidate blocks into

new positions, and performs the erases.

Continuous erase operations wear flash memory cells. Therefore, FTL provides a wear

levelling mechanism to protect them from premature aging. It distributes the erasures uni-

formly across all medium, utilizing an erasure counter for each erase block.

However, SSDs contain bad blocks, which occurred during operation, or even pre-existed

as a result of the manufacturing process. FTL handles defective blocks through address

mapping [29, 94]. Thus, when a block is recognized as faulty, its valid data (if any) are

copied to another functional block. Then, it is marked as bad, prohibiting its use in the

future.

1.3.3 Optimizing I/O for Flash SSDs

Flash based solid state drives can deliver hundreds of thousands IOPs due to their internal

parallelism and the high speed interface interconnects. As a result, modern SSDs can execute

multiple I/O commands simultaneously. However, the full utilization of SSDs’ performance

capabilities is tied up with the I/O software subsystem. A single application should be able to

submit many I/O requests in parallel in order to fully utilize SSD performance [117]. A well

known path to deliver multiple I/O commands to an SSD at once, is by utilizing asynchronous

I/O [100, 102, 117, 55, 64, 76]. Using asynchronous I/O, applications may pack several I/O

operations together and submit them with one system call. Linux operating system supports

asynchronous I/O through kernel AIO. A user application can take advantage of the kernel

asynchronous I/O through the libaio library which provides helper functions and hooks to

system calls. In more detail, the functions io_prep_pread() and io_prep_pwrite() are used to

initialize a read or write operation respectively, whereas io_submit() sends all prepared I/O

requests to the storage device at once. Completions are picked with io_getevents(); by calling
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this function, an application is notified about the completion of submitted requests or even

can block, waiting for the completion. In this paper we exploit kernel AIO to pack many I/O

operations together and issue them at once.

POSIX AIO is a user space library that exploits threads to perform multiple I/O requests

asynchronously. However, it is less attractive since maintaining multiple threads induces

additional overhead.

On Windows operating systems family, asynchronous I/O functionality is supported through

the Overlapped I/O API.
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2 | Literature Review

2.1 Design Considerations

The I/O Behavior of Flash Devices. Algorithm and data structure developers utilize theo-

retical models to predict the efficiency of their designs. The external memory model [1], also

known as I/O model, is the most widely used for the analysis of algorithms and data struc-

tures operating on magnetic disks. The I/O model adopts uniform costs for both reads and

writes, and measures the performance based on the number of I/O operations executed. The

emergence of flash memory motivated researchers to study the efficiency of external memory

algorithms and data structures on this new medium. However, as mentioned, flash memory

exhibits intrinsic features that also affect the performance characteristics of flash devices,

rendering the HDD models unsuitable for them. Thus, several studies tried to elucidate the

factors that influence the efficiency of SSDs, since manufacturers avoid disclosing the details

of their designs.

Early proposals of SSD theoretical models are described in [5, 4, 104]. In particular, [4]

presents a rather simplistic model which adopts different costs for reads and writes, whereas

the approach in [104] requires bit level access to flash pages. [5] presents two distinct models

which assume different block sizes for reads and writes. When these models are applied, they

may result in limited deductions, since they are confined to counting the numbers of read and

write operations, overlooking the ability of SSD devices to serve multiple concurrent I/O

[97], as well as the effects of internal processes, like garbage collection and wear levelling,

run by proprietary FTL firmware. Thus, they do not provide solid design guidelines.

For these reasons, a number of works tried to uncover the internals of SSDs through care-

ful experimentation. Some of them utilized real devices [26, 28], whereas others employed

simulation [3, 15] to investigate methods for better utilization. In all these approaches, SSD
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internal parallelism was acknowledged as the most important factor for their ability to deliver

high IOPS and throughput.

As mentioned in Section 1.3.2, the SSD internal parallelization stems from the presence

of multiple flash chips, controllers and communication channels in each device. Specifically,

four different types of parallelism are described in the literature: channel, package, die and

plane level parallelism. Channel level parallelism is exploited when several I/O requests

are issued simultaneously to different channels. The package level parallelism results from

attaching more than one packages to the same channel. The I/O commands are interleaved

in the channels, allowing packages to operate independently from each other. The die-level

parallelism is based on the ability of the dies (within a package) to perform I/O operations

independently. Finally, plane level parallelism refers to the execution of the same command

on multiple planes of the same die. The efficient utilization of all parallel units is tightly

associated with good performance.

Nevertheless, the internal parallelization of SSDs cannot be effectively exploited in all

cases [26]. Actually, access conflicts to the same resources between consecutive I/O oper-

ations may prevent the full utilization of parallelism [26, 40]. Once such a conflict occurs,

then the first I/O command will block all the following, forcing them to wait for the same

parallel units. [40] distinguishes three different types of conflicts (read-read, read-write, and

write-write), which prevent the fully fledged utilization of SSD parallelism. Moreover, any

benefits that may arise from the internal parallelization are highly depended on the firmware

code (FTL) as well. FTL maps physical block addresses (PBA) of flash pages to logical

ones (LBA) viewed by the operating system, using a mapping table. The fragmentation of

this table is correlated with low performance: high volumes of random write operations may

fragment the mapping table; in contrast, sequential entries lead to a more organized and thus

faster mapping table [58].

Furthermore, the experimental evaluation of SSD devices has provided very interesting

conclusions about their efficiency [26, 28]. We may sum up them as follows:

• Parallelizing data access provides significant performance gains; however, these gains

are highly dependent on the I/O pattern.

• Parallel random writes may perform even better than reads, when the SSD has no write

history. This happens because conflicts are avoided and, thus, the internal paralleliza-

tion is more efficiently exploited. However, in the long run (steady state) triggered

garbage collection may lower performance.

• Small random writes can also benefit from the large capacities of DRAM that equips

contemporary SSDs.

• Mixing reads and writes leads to unpredictable performance degradation, which is ex-

aggerated when the reads are random. [40] presented a generic solution for minimizing
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the interference between reads and writes, using a host-side I/O scheduler that detects

conflicts among I/O operations and resolves them by separating operations in different

batches.

• Regarding read performance, [26] suggests issuing random reads as quick as possible

in order to better utilize parallel resources, since random reads can be as efficient as

the sequential ones with the right parallelization of I/O.

• With respect to data management systems, [26] recommends either parallelizing small

random reads (e.g., in indexing) or using pre-fetching (that is, sequential reads).

Additionally, based on our experience in the development of flash-aware indexes for flash

storages [34, 35, 109, 107], we recommend the utilization of large batches of parallel I/Os

to ensure that the internal parallelization is fully exploited. With this type of I/O, adequate

workload supply in all parallel units of the device is achieved. The latter is congruent with

[26].

Indexing Design Techniques. The above discussion suggests that software programs should

carefully consider the way they compose and issue I/O requests to achieve the maximum per-

formance gains. Next, we overview how this is accomplished in flash-aware indexing.

Based on the type of flash memory device they employ, the proposed methods can be

categorized into two broad groups: FTL-based indexes exploit the block device character of

SSDs, while the raw flash ones are optimized for small, raw flash memories. The indexes

of the first group rely on the FTL firmware. Thus, their design must comply with the per-

formance behavior of SSDs, determined by the specific (usually unknown) FTL algorithms

they employ; otherwise, the indexes may suffer degraded performance, as indicated in the

above discussion. On the contrary, the indexes of the second group handle directly the flash

memories. This surely provides more flexibility. However, they have to tackle burdens like

wear levelling, garbage collection, page allocation, limited main memory resources etc. In

both categories, one can discern the following techniques, used either stand-alone or in com-

bination:

In-memory Buffering. An area of the main memory is reserved for buffering the update

operations, using usually the so called index units (IUs), i.e. special log entries that

fully describe the operations. When the buffer overflows, some or all of the entries

are grouped together, employing various policies, and batch-committed to the original

index. Delaying updates in such a way reduces the number of page writes and spares

block erases, since it increases the number of updates executed per page write. Buffer-

ing introduces main memory overheads and may cause data loses in case of power

failures.

Scattered Logging. An in-memory (write) buffer is reserved for storing IUs. In case of over-

flow, IUs are grouped under some policy and flushed. Since IU entries are associated
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with certain index constructions, such as tree nodes, an in-memory table performs the

mapping during query executions. Scattered logging trades-off reads for writes, trying

to exploit the asymmetry between them. It constitutes one of the earliest techniques

employed. However, stand-alone can be considered outdated, since saving reads has

been proven to be also beneficial for index performance. So, some recent works exploit

batch reads to alleviate it. It also reserves an amount of main memory for the mapping

table.

Flash Buffering. One or multiple buffer areas in flash are used complementary to an in-

memory (write) buffer. During overflows, buffered entries are moved to/between the

buffers. This way, any changes to the index are gradually incorporated, incurring thus

an increased number of batch reads and writes.

In-memory Batch Read Buffering. It is utilized for buffering read requests. Its purpose

is two-fold: on one hand, batch read operations are enabled, on the other, it limits

read-write mingling, exploiting the best I/O performance of contemporary SSDs.

Structural Modification. Certain index building elements, like tree nodes, are modified to

delay or even eliminate costly structural changes that result in a number of small,

random accesses. For example, “fat” leaves or overflow nodes are used in the case of

B-tree-like indexes to postpone node splitting; or tree nodes are allowed to underflow,

thus node merging or item redistribution is eliminated.

Since parallel I/O deploys most of the flash devices full potential, the usage of both read and

write buffers must be considered mandatory.

Next, we present representative one- and multi- dimensional data indexes that exploit the

aforementioned techniques.

2.2 One-dimensional Indexes

2.2.1 B-tree Indexes

B-trees are generalization of Binary Search Trees (BST) [8]. With the exception of the root,

every node can store at least m and at most M linearly ordered keys and at least m+ 1 and

at most M+1 pointers. The root can accommodate at least 1 and at most M linearly ordered

keys and at least 2 and at most M+1 pointers. Each key is an upper bound for the elements

of the subtree pointed by the respective pointer. All leaves are at the same level (have equal

depths); this guarantees that the length of all paths from the root to any leaf is logarithmic

in the number of nodes. Searches are processed top-down, starting from the root node and

following proper pointers, until the key sought is found or declared missing.
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TABLE 2.1: Design techniques of flash-aware B-trees.

Scattered
Logging

Node/Bucket
Modification

In Memory
Buffering

Flash
Buffering

In Memory Batch
Read Buffering

BFTL *
IBSF *

RBFTL *
PIO B-tree * * *
AS B-tree *

FD-tree *
Bloom tree * *

BF-tree *
HybridB tree *

LA-tree *
µ-tree * *

Adapting B-trees for the Flash Memory. When a B-tree must be stored in a flash device,

one has to deal with the peculiarities of the storage medium, i.e., out-of-place updates, asym-

metric read/write times and wear-off. For example, naively programming a B+tree on a raw

flash device, like the one used in embedded systems, will face the following problem: just

one update in the right-most leaf results in updating all tree nodes. This happens since mod-

ifying the leaf in question dictates modifying both its father and its sibling to the left (since

all leaves are forming a linked list). These nodes, in their turn, will modify their fathers and

the sibling leaf node to the left, and so on, all the way up to the root. This effect is time

consuming and devastating, in the long run, for the device lifespan.

Things are better in flash devices with an FTL, since the mapping of logical to physical

pages confines the described write propagation effect. However, still one has to address the

large number of frequent (small) random writes of the original B-tree insertion and deletion

algorithms. Small random writes, apart from being slow compared to reads or batch writes,

they quickly deplete free space, since they are served by out-of-place writes. Thus, they cause

frequent garbage collection (i.e. space reclamation), as well as endurance degradation due to

the induced recurring block erases.

In the sequel, we present flash-aware versions of the original B-tree. There are two broad

categories of approaches: the first one refers to devices equipped with an FTL, whereas the

latter concerns raw flash without such functionality. In both categories, there exist schemes

that mainly employ the techniques of buffering, either in main memory or in flash, scattered

logging, and original B-tree node structure modification, or a combination of the previous,

aiming to delay updates, turning small random writes into sequential or batch ones. Table 2.1

summarizes the techniques employed by each flash-aware B-tree.

FTL-based Indexes

BFTL. Wu et al. [127, 129] were the first researchers that introduced a B-tree variant

especially designed for SSDs, named BFTL. BFTL employs log-structured nodes and a main
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memory write buffer, called reservation buffer. Each operation is described in the form of

IU records, containing all necessary information like the type of operation, the key and the

node involved. IUs are accommodated into the reservation buffer. When the reservation

buffer overflows, it is reorganized: all IUs belonging to same node are clustered together

and gathered into pages using the approximation algorithm First-Fit. Then, these pages are

flushed to the SSD device.

The packing procedure may result in writing IUs belonging to different nodes into the

same page. Thus, the original B-tree nodes may be scattered into several physical pages.

Therefore, they must be reconstructed before accessing them. The necessary mapping be-

tween nodes and the corresponding pages where their IU records reside in is stored in an

auxiliary data structure, called node translation table (NTT). Each entry of the NTT corre-

sponds to one tree node and is mapped to a list of physical pages where its items are stored.

Since the NTT is memory-resident, the scheme depends on main memory, which means

potential data lost in case of power failure. Also, the NTT and the tree nodes must be reorga-

nized when page list lengths exceed a pre-defined threshold c.

A search operation costs h ∗ c reads, where h is the B-tree height, and 2( 1
M−1 + Ñsplit +

Ñmerge/rotate) amortized writes per insertion/deletion, where Ñ denotes the amortized number

of respective structural operations per insertion/deletion. Space complexity is not analyzed,

but from the discussion it can deduced that is upper-bounded by n ∗ c+B, n the number of

nodes and B the size of the reservation buffer. The authors presented experiments with SSD,

comparing their approach with B-trees, where it is shown that increased reads are traded-off

for small random writes. In a nutshell, nowadays this is completely inadequate with modern

SSDs which exhibit far more complex performance characteristics.

IBSF. [66] tries to improve BFTL by employing a better buffer management policy, termed

IBSF, while avoiding the distribution of node contents into several pages. Thus, an in-

memory buffer for logging operations in the form of IUs is employed, as in BFTL. Addi-

tionally, each node occupies one page on SSD and, potentially, a number of IUs into the

write buffer. When an IU is inserted into the buffer, it is checked whether it invalidates an

IU concerning the same key. This way, only the latest IUs are kept into the buffer, delaying

its overflow. When finally the buffer overflows, then the first IU is chosen (FIFO policy),

whereas the remaining IUs of the same node are collected. This set of entries is merged with

the node contents of the respective SSD page and, after eliminating redundant entries, the

new node is flushed to the SSD device. In comparison to BFTL, IBSF succeeds in reduc-

ing the number of reads and writes. Specifically, searching is accomplished with h reads,

while 1
niu
(Ñsplit + Ñmerge/rotate) amortized writes are necessary per insertion/deletion, where

1 ≤ niu ≤ B is the average number of IUs involved in a commit operation. However, since

each node is stored in only one page, frequent garbage collection activation may be caused

due to occurring page writes.
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RBFTL. RBFTL was introduced in [131] as a reliable version of IBSF. Specifically, it uses

(alternatively) two small NOR flash devices for backing-up the IUs, before they are inserted

into the in-memory buffer. As a last step, it writes the dirty record to NAND flash using FTL.

When the buffer overflows, RBFTL commits all its IUs to the SSD. Additionally, it logs into

the NOR flash in use the beginning and the ending of the flushing process. Whenever a crash

takes place, the IUs or the records are restored into the flash according to the NOR flash

logs. When the NOR device in use overflows, the other one replaces it, while the former is

erased synchronously. In this way, the slow erase speed of NORs do not degrade the index

performance. RBFTL is evaluated only experimentally against standard B-tree and found to

have better performance, at the expense of using extra NOR flash memories.

PIO B-tree. PIO B-tree [101, 103] tries to exploit the internal parallelism of the flash de-

vices. Specifically, it uses Psync I/O to deliver a set of I/Os to the flash memory and waits

until the requests are completely processed. Psync I/O exploits Kernel AIO to submit and

receive multiple I/O requests from a single thread. Based on Psync, a set of search requests

can be served simultaneously, using the multi-path search algorithm (MP-search), which de-

scends the tree index nodes like a parallel DFS; at each level, a predefined maximum number

of outstanding I/Os are generated to limit main memory needs. Updates are also executed in

groups. Firstly, they are buffered in main memory, sorted by key. When it is decided, they

are executed in batch, descending and ascending the tree, like MP-search does. Additionally,

PIO B-tree leaves are “fat”, comprising of multiple pages. Updates are appended to the end

of the tree, to save I/Os (only one is needed). When a leaf overflows, operations referred to

the same keys are cancelled out and splitting or merging/redistribution is conducted in case

of overflow or underflow, respectively. Lastly, the sizes of leaves, nodes, and buffers are de-

termined by a cost model. The authors show that the average cost of search is h− 1+ tL, tL
the time to read a fat leaf of size L. Experiments conducted on SSDs show the superiority of

PIO B-tree over BFTL, FD-tree, and B+tree.

AS B-tree. Always Sequential B-tree (AS B-tree) [99] follows an append-to-the-end tech-

nique, combined with buffering: an updated or newly inserted B-tree node is always placed

at the end of file. Thus, the nodes are placed in sequential (logical) pages. Particularly, up-

dated/inserted nodes are firstly placed into a write buffer. When the write buffer overflows,

all nodes are sequentially appended to the flash resident file. Since the (logical) pages con-

taining the nodes are not overwritten, but each node is written to a new place, the AS B-tree

maintains a mapping table, that maps node ids to logical pages. To collect the invalidated

pages, the index is written to several subfiles of fixed size. These subfiles are periodically

garbage collected, since the active nodes are mainly located in the most recent generated

ones. AS B-tree successfully employs sequential writes; however, it suffers from increased

time and space overhead to handle the structure allocation. Experiments conducted against
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B+tree, BFTL, LA-tree (described below), and FD-tree showed that AS B-tree has favorable

performance in search oriented workloads.

FD-tree. FD-tree is a two-part index [71, 72]. The top part consists of a main memory

B+tree, termed the Head tree. The bottom part comprises L−1 sequential, sorted files (sorted

runs-levels) of exponentially increasing size, which are stored on flash disk, according to the

logarithmic method [10]. That is, their sizes are exponentially increasing from level to level.

Between adjacent files, fences (i.e., pointers) are inserted to speedup searching, employing

the algorithmic paradigm of fractional cascading [25, 82]. The fences permit the continuation

of the search in the next level, without the need of scanning or binary searching it each time

from scratch.

The search operation starts at the Head tree and, if necessary, continues in the sorted

files, following proper fences. Regarding updates, deletions are handled by inserting appro-

priate deletion records to the bottom part when they are not (physically) served by the upper

B+tree. Insertions are handled by the Head tree. When it overflows, recursive merging of

adjacent levels is conducted according to the logarithmic method. These merges are using

only sequential reads and writes, and are performed in a multi-pass way. So, random writes

are confined to the upper part only; the vast majority of them is transformed into sequential

reads and writes, which are issued in batches. The authors provided theoretical analysis,

however, they do not discuss performance in the presence of deletions. Specifically, an FD-

tree indexing n records supports searches in O(logk n) random reads, k the logarithmic size

ratio between adjacent levels, and inserts in O( k
f−k logk n) sequential reads and writes, f the

number of entries in a page; k can be determined according to the percentage of insertions

and deletions in the workload. The FD-tree is compared with B+tree, BFTL, and LSM-tree

and found to have the best overall performance. Its search times are comparable or worse

than those of B+tree, since the fences result in smaller fanouts and thus increased height.

The multi-pass merge procedure may incur an increasing number of writes compared to a

single-pass solution. Finally, the insertion behavior is similar to that of LSM-tree, since they

both limit significantly the need for random writes.

Bloom tree. Bloom tree [54] is a probabilistic index, introduced to optimize both reads

and writes. Specifically, it is a B+tree variant, with three types of leaves, namely, regular,

overflow and bloom filter. Each (regular) leaf node, when overflows, turns into an overflow

leaf, consisting of at most three overflow pages. This way, the scheme defers node splitting.

When an overflow leaf exceeds its size limit, it is converted into a Bloom Filter leaf, which

is a tree of height one. The root in this tree comprises a number of Bloom Filters (BFs),

which guide the search to its more than three overflow child nodes, with the exception of

one child which has empty BF and is characterized as active; the others are termed as solid.

A BF is rebuilt only after a predefined number of deletions is performed to its child node.
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New insertions to a Bloom Filter leaf are always accommodated into the active leaf. When

the active leaf becomes full, it acquires a BF in the root and it is turned into a solid one. If

there is no space for new active leaf, then the solid leaf with the least number of entries is

turned active and its BF is erased. When no solid leaf can be switched to active, the Bloom

Filter leaf overflows; it is turned into a set of d normal nodes, which are inserted into the

parent node. Thus, 2∗d−4 writes are saved w.r.t. the standard B+tree. Bloom tree also uses

an in-memory write buffer to group updates. A search operation starts from the root, and

depending on the type of leaf it ends, it will employ one, at most 3, or at most p f p ∗ d + 2

extra reads, respectively.

BF-tree. Bloom Filter tree (BF-tree) [6] is an approximate tree index, which aims to min-

imize space demands, sacrificing search accuracy. Essentially, it is a B+tree with leaf nodes

associated with a set of consecutive pages and a key range. This means that the data must

be ordered or partitioned on key. Each leaf node comprises a number of Bloom Filters [13]

(BFs), each one indexing a page or a page range. Thus, searching for a key in a BF-tree is

conducted in two parts. The first part involves the same steps as searching in a B+tree and

leads to a leaf. Inside the leaf all BFs are prompted for key membership and thus the result

has false positive probability. It may also involve reading several pages. The insertion pro-

cedure is very costly, since adding a new key in a BF may violate the desired false positive

probability p f p. In this case, the leaf node is split. This means that every key belonging to

the leaf key range must be probed for membership to gather the true members of the leaf and

build two new leaf structures. On the other hand, bulk-loading the entire index is simple;

after scanning the pages, the leaf nodes are formed and then a B+tree is built on top of them.

For this reason, BF-tree is mainly used as a bulk-loaded index, tolerating a small percent of

updates. The search cost is estimated as h random reads and p f p ∗ npl sequential reads, npl

the number of pages per leaf node. BF-tree was experimentally investigated against standard

B+tree, FD-tree, and in-memory hashing, exhibiting significant space savings.

HybridB tree. HybridB tree [50] is a B+tree which tries to capitalize on the advantages

of both HDDs and SSDs in hybrid systems. Specifically, since internal nodes are updated

less frequently, each of them is stored in one page of a SSD device. The leaves are huge and

constitute a height-one tree of several pages, distributed between SSD and HDD: the leaf-

head page is located in SSD, and directs requests to several lower leaf-leaf nodes. A leaf-leaf

node is stored either on HDD, when it is not full (its state is characterized as change), or

on SSD when it is full (and thus it is in solid state). Updates and deletes to a solid leaf are

accommodated by the associated leaf-log pages, stored on HDD; if necessary, a solid node

acquires a leaf-log. An update does not change the state of a leaf-node, while a deletion turns

a solid node into an after-solid one. After-solid nodes continue to reside in the SSD. When

a solid leaf, not having an associated leaf-log, receives an insertion request, it is split. When
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a leaf-log overflows, or it is full and its solid leaf must accommodate an insertion, a sync

operation merges it with its solid-leaf, taking care of various cases of state combinations. A

search operation costs at most h SSD reads and one HDD read, an insertion needs additionally

at most 3 SSD writes and 2 HDD writes, and a deletion incurs one extra HDD write. The

cost of the update operation is higher, demanding at most most 3 SSD writes and 4 HDD

writes. HybridB tree was experimentally compared against a B+tree fully located on HDD,

and a hybrid B+tree with internal nodes on SSD and leaves on HDD, and has been proven to

achieve the best performance.

Raw Flash Indexes

LA-tree. Lazy Adaptive tree (LA-tree) [2] is a B+tree, augmented with flash-resident buffers

to hold updates. These buffers are associated with nodes at every k-th level, starting from the

root. Update operations are served by appending appropriate log records to the root buffer.

When a buffer overflows, or when buffer flushing is beneficial for look-ups, then its contents

are sorted and recursively batch-appended to lower level buffers, using the B+tree infrastruc-

ture for distributing them at proper descendants. The cost of emptying an non-leaf subtree

buffer is linear in the size of the buffer, while a leaf subtree buffer needs nsl +h+ 8B
M writes (M

is the fanout), and linear in the number of subtree nodes nsn and the size of buffer B number

of reads. Searches are performed in a top-down fashion. Since the buffers hold items that did

not yet find their way to the leaves, they must be checked during descending. LA-tree em-

ploys adaptive buffering; i.e., it uses an online algorithm, based on sky rental, which decides

the optimal size independently for each buffer, relying on the difference between scanning

and flushing of past look-ups. Most of the main memory is used for buffers, which, when

flushed, are linked together. Since LA-tree is designed for raw flash devices, it implements

out-of-place writes with a proper mapping table. Overall, the scheme trades-off reduced up-

date time for increased look-up time. Although it assumes byte addressable raw flash, it has

been adapted for SSDs as well.

µ-tree. In [67] µ-tree was introduced as a flash-aware version of B+trees. It is based on

the following idea: when an update takes place, all updated nodes along the path are stored

in a single page, where the leaf occupies half of the space, whereas the other half is shared

among the remaining nodes. As a result, a node has varying fanout which depends on the

tree height and its level. Additionally, all nodes at the same level have the same fanout,

whereas the root has the same size with its children. The search process basically follows

that of B+trees. During an insertion, a new page is allocated to store the updated path.

In case the tree height increases by one, node sizes are halved. Deletion is implemented

without the sharing/merging policies of the original B+tree. Additionally, µ-tree employs a

write buffer, acting according to the allocation order. When the write buffer overflows, all

its contents are flushed. Since this index pertains to raw flash, recycling must be explicitly
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TABLE 2.2: Design techniques of flash-aware multidimensional indexes and
generic frameworks

Scattered
Logging

Node/Bucket
Modification

In Memory
Buffering

Flash
Buffering

F-KDB *
MicroGF * *

RFTL *
LCR-tree *

Flash aR-tree * *
FOR-tree * *

FAST *
eFind *

implemented. Notably, it occupies more space than a B+tree due to the strict page structure.

All experimental results against the original B+tree are based on simulation.

2.3 Multidimensional Indexes

Multidimensional indexes refer to data structures designed to enable searches in high-dimen-

sional spaces. Their origins are located in the management of objects with spatial features

(spatial data management). Multidimensional access methods are distinguished into two ma-

jor classes: point access methods (PAMs) manipulate multidimensional data points, whereas

spatial access methods (SAMs) deal with more complex geometrical objects, like segments,

rectangles etc. [39].

Challenges in Flash-aware Spatial Indexing Design. Consecutive insertions of spatial

objects in leaf nodes (or data buckets) force re-construction of the spatial indexes that may be

propagated up to the root. This imposes a considerable amount of small random operations

that degrade the performance and limit the lifespan of SSDs. Logging and write buffering

are widely used methods to counter the small random I/O burden, especially in the early

works. Our work is targeting to the spatial queries’ efficiency also, exploiting in-memory read

buffers and batch read operations. Table 2.2 sums up the design techniques for developing

flash efficient spatial data access methods. It also includes two generic framework that are

described in the next section (§2.4). Next, we present several works concerning flash-aware

spatial indexes that fall in the aforementioned classes.

2.3.1 Point Access Methods

PAMs have been designed to enable spatial searches for multidimensional points. K-D-B-

tree, Grid File and XBR+-tree are the secondary storage PAMs that attracted the interest of

researchers to study their efficiency in flash SSDs. K-D-B-tree [98] is an extended B-tree to
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support high dimensional data, which retains its balance while adapting well to the shape of

data. Grid File [91] is a multidimensional hashing structure that partitions space using an

orthogonal grid. Finally, the XBR+-tree [110] is a balanced index belonging to the Quadtree

family [38].

FTL-based Indexes

F-KDB. F-KDB [69] is a flash aware variant of K-D-B-tree that aims to avoid random

writes applying a scattered logging method. It represents K-D-B-tree as a set of log-records

that are held in an in-memory buffer. Two different data structures are used to represent

points and regions, respectively. Each flash page may contain records that belong to different

nodes. Therefore, an NTT is used to associate each tree node with the flash pages that store

its entries. An on-line algorithm decides when a node will be merged into a new flash page to

improve read performance. The cost of a search operation is h∗c, h the height of the tree and

c the maximum NTT page list length. Similarly, the cost of an insertion is Ñsplit+2/nlog, Ñsplit

the number of node splits and nlog the number of log records in a flash page. F-KDB, contrary

to almost all other studies [19, 53, 113, 128], does not exploit any batch write technique to

persist the contents of the in-memory buffer; it simply flushes a single page each time. So,

this approach does not exploit the high throughput of modern SSDs efficiently and imposes

interleaving of read and write operations that, as we earlier discussed, degrades performance.

F-KDB outperforms K-D-B-tree in all test cases. However, the evaluation was performed

with datasets of small size only.

Raw-Flash Indexes

MicroGF. MicroGF [73] is the multidimensional generalization of MicroHash, bearing a

resemblance with the Grid File. Namely, in two dimensions, the directory represents a grid

of n2 square cells, each associated with the address of the latest index page belonging to this

region. All index pages, related to a cell, are forming a chain. Inside the index page, each

record (and thus the cell) is divided into four equal quadrants. Each quadrant maintains up to

K records. During an insertion, if the write buffer overflows, then the relevant index records

are created and grouped into index pages, which are associated with the pertinent grid cell.

In case a quadrant overflows, then the records are offloaded to a neighboring empty quadrant,

termed borrowing. When a borrowing quadrant overflows or there is no such quadrant, then

the original quadrant is further divided into four sub-quadrants, and the new index record is

inserted into the index page, if there is enough space. Otherwise, it is inserted into a new

index page, which is linked to the respective cell as the newest one.

MicroGF can serve range queries. Specifically, after locating the pertinent grid cell, the

respective index pages are scanned and, for each index record, the overlapping quadrants are

checked, along with their borrowing quadrant and their sub-quadrants. The scheme is exper-

imentally evaluated against the original one-level Grid File and Quadtree for 2-dimensional
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point sets under the specifications of the sensor employed. The experiments were conducted

through a simulation environment for wireless sensor applications. The authors consider the

one-level Grid File [91] in their analysis and experimentation. However, a two-level approach

[47] would be more appropriate.

2.3.2 Spatial Access methods

R-tree [44] and its variants are the most popular SAMs, utilized in a wide range of data

management applications [81]. R-trees are general-purpose height-balanced trees similar to

B+trees. Namely, R-tree leaves store minimum bounding rectangles (MBRs) of geometric

objects (one MBR for each object), along with a pointer to the address where the object

actually resides. Each internal node entry is a pair (pointer to a subtree T , MBR of T ). The

MBR of a tree T is defined as the MBR that encloses all the MBRs stored in it. Similarly to

B-trees, each R-tree node accommodates at least m and at most M entries, where m ≤M/2.

Searching starts from the root and moves towards the leaves, and may follow several paths.

Thus, the cost of retrieving even a few objects may be linear in size of data in the worst case.

FTL-based Indexes

RFTL. RFTL [128] is a flash efficient R-tree implementation, equivalent to BFTL [127,

129]. All node updates are kept into an in-memory (reservation) buffer in the form of IUs.

Once the reservation buffer gets full, the IUs are packed into groups, using a First Fit policy:

the IUs of a certain node are stored to the same flash page. Please note that each node can

occupy only one physical page; however, one page may contain IUs of several nodes. A NTT

is used to associate each tree node with its corresponding pages into the flash storage. This

approach aims to reduce slow random write operations with a penalty of extra reads. To keep

balance between the two, a compaction process is introduced. The threshold of 4 pages that

is used in the presented experiments may not be efficient for the present day devices, which

are characterized by high bandwidth and IOPS. The effects of spatial locality of inserted

objects to the efficiency of the compaction process has been also studied. The cost of search

operation is h ∗ c reads, h the height of the tree and c the size of biggest list in the NTT. An

insertion needs 2
M−1 +Ñsplit writes, in the amortized case, Ñsplit the amortized number of splits

per insertion. Like in BFTL, we deduce that the space complexity is bounded by n ∗ c+B,

n the number of nodes and B the size of the reservation buffer. Through experimentation, it

is found that the spatial locality of inserted objects influences the compaction efficiency. The

experimental results show that RFTL reduces the number of page writes, and the execution

time as well, compared to the original R-tree. RFTL targets to alleviate the wide gap between

read and writes speeds of the first SSDs, neglecting the search performance.

LCR-tree. LCR-tree [80] aims to optimize both reads and writes. It uses logging to con-

vert random writes into sequential ones. However, it retains the original R-tree structure
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in the disk as is, while it exploits a supplementary log section, which stores all the deltas.

Whenever the log area overflows, a merge process is initiated, merging the R-tree with the

deltas. Contrary to RFTL, LCR-tree compacts all log records for a particular node into a

single page in the flash memory. This way, it guarantees only one additional page read to

retrieve a tree node, with the penalty of re-writing the log page (in a new position) in each

node update. The LCR-tree maintains an in-memory buffer for the log records, and an index

table associating each tree node with its respective log page. The insert operation updates

the log records of the affected existing nodes, and stores the new added nodes as deltas in

the log section. LCR-tree presents better performance than the R-tree and RFTL in mixed

search/insert workloads. An additional advantage of this proposal is that it can be used as is

with any R-tree variant. LCR-tree does not exploit any particular policy for flushing updates

to the SSD, neither exploits any of SSDs’ high performance assets during read operations.

Flash-aware aR-tree. [96] presents a flash-aware variant of Aggregated R-tree (aR-tree)

that is based on RFTL. The proposed index, similar to RFTL, employs the concepts of IUs,

reservation buffer and node translation table. However, the aggregated values are stored

separately from the R-tree nodes, since they are updated more frequently. The aggregated

values for a certain node may span to several physical pages. To this end, an index table is

maintained to facilitate the matching of R-tree nodes with their respective aggregated val-

ues. Therefore, the retrieval of a node along with its aggregated values requires scanning of

the reservation and the index tables and fetching all the corresponding pages. The authors

provide the cost for reading and updating the aggregated values. Particularly, a search op-

eration costs 2 ∗ h ∗ (c+ 1) reads, h the height of the tree and c the number of flash pages

accommodating aggregated values of a particular node. Similarly, the amortized number of

the necessary writes per update is 2∗h
r , with r denoting the number of records that fit in a flash

page. The evaluation of the proposed index is performed against RFTL-aRtree, an aR-tree

implementation which is directly derived by RFTL (the aggregated values are stored inside

the IUs). The presented experimental results show that the proposed aR-tree variant reduces

writes and achieves better execution times.

FOR-tree. FOR-tree (OR-tree) [53, 124] proposes an unbalanced structure for the R-tree,

aiming to reduce the costly small random writes which are dictated by node splits. To achieve

this, they attach one or more overflow nodes to the R-tree leaves. An Overflow Node Table

keeps the association between the primary nodes and their overflow counterparts. An access

counter for each leaf is also stored in it. When the number of overflow nodes increases,

and thus the number of page reads conducted during searching also rises, a merging back

operation takes place. The merging process for a specific leaf node is controlled by a formula

that takes into account the number of accesses to the node and the costs of reading and writing

a flash page. A buffering mechanism suitable for the unbalanced structure of FOR-tree is also
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proposed aiming to further reduce random writes. Thus, an in-memory write buffer holds all

the updates to nodes (primary and overflow) using a hash table. The nodes are clustered

according to increasing IDs, composing flushing units. The coldest flushing units (i.e. no

recent updates) with the most in-memory updates are persisted first. The evaluation includes

experiments using both simulation (Flash-DBSim) and real SSDs, and shows that FOR-tree

achieves better performance against R-tree and FAST R-tree (presented bellow).

Discussion

The first flash efficient multidimensional indexes aimed to reduce the increased cost of ran-

dom writes by introducing extra reads. For this reason, early works like RFTL, Flash aR-Tree

and F-KDB utilized various scattered logging methods to improve the performance of the

R-Tree, the Aggregated R-Tree and the KDB-Tree, respectively. In different direction, FOR-

Tree uses overflow nodes to reduce the small random writes imposed by the re-balancing

operations. In almost all cases we discussed, index updates are persisted in batches, turn-

ing small random writes onto sequential ones. At the same time the mingling of reads and

write is avoided. As the gap between read and write speeds is reduced, researchers target to

the reads’ efficiency exploiting appropriate buffering policies. FOR-Tree is a representative

example.

2.4 Generic Frameworks

FAST and eFind, discussed in the sequel, can be categorized as generic frameworks for

database indexes. They aim to provide all required functionality for turning any existing

index into a flash efficient one. They are both designed for SSDs equipped with a FTL and

apply the techniques of buffering and logging.

FAST. The FAST generic framework [113, 114] has been successfully tested with both

one- (B-tree) and multi-dimensional (R-tree) indexes. Although it exploits logging, it logs

the result of an operation rather than the operation itself. This enables FAST to exploit the

original search and update algorithms of the underlying indexes. The updates are performed

in-memory and maintained with the help of a hash table, termed tree modifications table

(TMT). Moreover, the updates are audited into a sequential written log held in flash, to facil-

itate recovery after a system crash. The update operations in the TMT are grouped in flush

units and flushed periodically. Two different flushing policies are demonstrated; the first pro-

motes flushing of the nodes with the larger number of updates, whereas the other gives an

advantage to the least recently updated nodes that contain the most updates. The authors eval-

uated FAST R-tree against RFTL, studying several performance parameters, such as memory

size, log size and number of updates, and was found to trigger less erase operations in all ex-

amined cases.
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In [22, 21] Linear R-Tree, Quadratic R-Tree, R*-Tree, and their FAST versions were

studied, on both HDDs and SDDs. Specifically, the authors compared the performance of

index construction and range queries, changing parameters like page size, buffer size, flush-

ing unit size, etc. The experiments were conducted on a local machine, as well as on Azure1

cloud infrastructure. They found that i) FAST versions exhibit faster construction times, ii)

query performance depends on the selectivity and the device employed, iii) page sizes should

be decided based on query selectivity, iv) indexes have different behavior on different devices,

and v) on some cases, query performance on HDDs is better than on SSDs, by increasing the

page size.

eFind. Another generic framework similar to FAST is eFind [20, 19]. The authors were

motivated by five design goals; four of them are based to well-known characteristics of flash-

based storages, while the fifth is more generic. Specifically, they suggest one to i) avoid ran-

dom writes, ii) favor sequential writes, iii) reduce the random reads with in-memory buffers,

iv) prevent interleaving of reads and writes, and v) protect the data from system crashes.

The eFind framework is composed of three components that control buffering, page flush-

ing and logging. The proposed buffering policy uses separate buffers for reading and writing.

The write buffer stores node modifications to the underlying tree index, while the read buffer

accommodates frequently accessed nodes, giving higher priority to nodes of the highest lev-

els. The buffering algorithms are developed around two hashing tables, one for each buffer.

Any particular record in the hash tables represents an index page. The reconstruction of an

existing item may involve gathering data from the two buffers and the SSD.

The contents of the write buffer are persisted in batches of nodes (flushing units), sorted

by index page IDs. The authors evaluate five different policies, considering the recency of

the modifications, the node height (upper level nodes have higher priority), and the geometric

characteristics of the applied operations. A log file is held on the SSD to provide index

recovery after a system crash. The cost of the search operation is depended on the respective

cost of the underlying index, since eFind does not modify it. eFind is evaluated against FAST,

achieving better performance in index construction. Regarding the flushing operation, eFind

works better with large page sizes. An initial effort to integrate XBR+-tree into the eFind

generic framework is discussed in [23]. So, eFind XBR+-tree outperforms an implementation

that employs the FAST generic framework. However, it is not evaluated aganist the original

XBR+-tree.

1https://azure.microsoft.com/en-us/
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3 | Flash Efficient Point Access
Methods

3.1 Introduction

A significant number of already presented research studies, targeting to flash efficient data

access methods. Regarding multi-dimensional data, most researchers are aiming to the effi-

ciency of R-Tree. Motivated by the performance of flash SSDs and the challenges imposed by

their intrinsic characteristics, we study for flash efficient Point Access Methods. Particularly,

we introduce GFFM and LB-Grid, two variants of Grid File for flash storage. Surpassing

previous works in spatial data indexing, that focus on simple operations (e.g. insertions and

searches), we propose new flash efficient algorithms for range, kNN and group point queries.

Finally, we present our contribution to the development of flash efficient methods for bulk-

loading, bulk-insertions and query algorithms for the XBR+-tree.

3.2 Overview of Grid File

The Grid File [91] is a spatial data structure for indexing multidimensional data in disk drives.

It is categorized to point access methods, but it can be used for other spatial objects as well. In

the later case, each geometric object is represented by points of a higher dimensional space;

e.g., rectangles are encoded as 4-dimensional points. Grid File partitions a k-dimensional

space S using an orthogonal grid (Fig. 3.1). It consists of i) a dynamic k-dimensional array,

which is known as the Grid array, and ii) k one-dimensional arrays, called Linear scales.

The Grid array stores the addresses of data which are accommodated in secondary storage

pages, termed as buckets. The Linear scales define the partitioning of S by storing the proper
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FIGURE 3.1: An instance of Grid File depicting the Grid array, Linear scales,
buckets, and regions

FIGURE 3.2: Two-level Grid File: Root directory/scales and sub- directo-
ries/scales

boundaries. Each boundary determines a (k− 1)-dimensional hyperplane that partitions S.

The Linear scales are always kept in main memory, whereas the Grid array is usually retained

in secondary storage. To avoid low bucket occupancy, several cells may point to the same

bucket, thus forming d-dimensional pairwise disjoint boxes, called regions. Each region

R⊂ S corresponds to a single page (bucket) in the physical storage. The Grid File guarantees

single point retrieval with at most two disk accesses, one to retrieve the appropriate part of

the Grid array and one to acquire the proper data bucket. According to its inventors, the

Grid File exhibits some advantageous features. Namely, i) it adapts to the shape of data

guaranteeing uniform access even for non-uniform data, ii) it is symmetric which means that

all keys can be exploited in queries with the same efficiency, and iii) it is dynamic, i.e. grows

and shrinks by the size of data [91].

However, Grid File exhibits some disadvantages that concern space utilization, overhead

of reorganizing Grid upon introduction of new hyperplanes and poor performance when the
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Directory Pages Buffer (DPB) Log Bucket Pages Buffer (LBB)
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FIGURE 3.3: The structure of GFFM buffer

search attributes are related [93]. Continuous splitting may lead to super-linear growth of

the directory, thus several variants of the Grid File have been introduced aiming to improve

its efficiency. A two level implementation of the Grid File (Fig. 3.2) is proposed in [47].

This variant takes advantage of a scaled down Root directory which provides a coarse rep-

resentation of the Grid and is always memory resident. The Root directory cells contain

pointers to directory pages. A directory page stores a disk-persistent part of the Grid File,

which has its own grid array (sub-directory) and scales (sub-scales). Sub-directories, in turn,

point to data buckets. Thus, the two-disk access principle for accessing a single point is not

violated. Query operations apply as in the original Grid File, however splits and merges are

now performed locally in a more efficient way.

3.3 The GFFM

The GFFM is our first effort for a flash-aware Grid File. It is based on the two-level Grid File

[47]. It was initially built around a buffering strategy that evicts the coldest pages first [34].

The dirty evicted pages are gathered into a write buffer. The buffer is persisted to the SSD at

once, reducing the interleaving between read and write operations, and exploiting the internal

parallelism of contemporary SSDs. Increasing the size of write buffer, and consequently the

number of outstanding I/O operations we achieved remarkable performance gains.

In the current version of GFFM [35], we use separate buffers for directory and bucket

pages (Fig 3.3). Each buffer is a pair of Least Recently Used (LRU) lists. The Hot LRU

lists (HLRU) hold the recently accessed pages, while the Cold LRU lists (CLRU) accumulate

the dirty pages that are evicted from HLRUs. When a CLRU overflows, all pages in it are
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Log-Buckets

...

...

FIGURE 3.4: The logical structure of LB-Grid

persisted to the SSD as a batch. After that, all persisted pages are set clean; and are purged

from main memory whenever is necessary. We exploit the same buffering strategy in the

LB-Grid as well. We further discuss the processes of fetching and evicting directory pages

and data buckets from the main memory in Section 3.4.3 (Alg. 4 and 5).

3.3.1 Query Processing in GFFM

We developed flash aware algorithms for range, kNN and group point queries for the GFFM.

These algorithms seek to exploit the advantages of modest SSD devices (i.e. throughput, in-

ternal parallelism, NVMe protocol). To that end, we partition the query space into segments

searching multiple sub-directories or data buckets each time. The size of the search space,

each time, depends on the available buffer space. The query algorithms for the GFFM re-

semble the respective ones of LB-Grid. The main difference between LB-Grid’s and GFFM’s

versions is in the management of data buckets. Thus, we omit their detailed description here,

and we suggest the reader to refer at Section 3.4.4.

3.4 The LB-Grid

3.4.1 Overview of LB-Grid

With the GFFM, we studied the performance of Grid File in flash SSDs and we introduced

a buffering policy that evicts the coldest pages as batches. The acquired results motivated

us to propose a new implementation that further exploits the superior performance of the

contemporary NVMe SSDs. Our objective is twofold: i) to improve the performance of

update operations by reducing the number of small random writes, and ii) to enhance search

efficiency, alleviating the increased reading of logging. Thus, we introduce the Log Bucket

Grid File (LB-Grid), a variant of the Grid File for the flash memory storage. LB-Grid utilizes

batch read and write operations, taking advantage of the high internal parallelism of SSDs as

well as the great efficiency of the NVMe protocol.
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The logical structure of LB-Grid is depicted in Figure 3.4. We follow a two-level design,

utilizing both a Root Directory and sub-directories. The Root Directory is memory resident,

whereas the sub-directories are stored in the secondary store, one per page, exactly as sug-

gested in [47]. In opposition to the Grid File, we follow a logging-based approach for the

data buckets, which store the actual data. Each log-bucket may contain records that belong to

different logical buckets. Therefore, we utilize a Bucket Translation Table (BTT) to associate

each logical bucket with the log-buckets that accommodate its log records. Regarding the

sub-directories we do not log them, instead we handle them as is described in the original

Grid File. We make this choice, because directory pages are a small fraction of the index

and, therefore, can be efficiently buffered in the main memory. Moreover, in this way, we

reduce the complexity of the data structure and thus we can easily identify and study its per-

formance parameters. The Root Directory and the sub-directories are maintained (grow or

shrink) in the same way as in the original Grid File. However, the sub-directory cells do not

point to SSD pages, but to the BTT (please refer to Fig. 3.4). BT T is memory resident and

implemented as a hash table to enable fast lookups.

When an insert, delete, or update operation is issued to LB-Grid, a log record is com-

posed that represents the requested operation. This record includes the coordinates of the

points x,y, . . ., an operation identifier op_id, bucket’s identifier bucket_id and a timestamp.

The op_id determines the requested operation (i.e. insert/delete/update) on the data. The

bucket_id is an identifier for the corresponding logical bucket. Each log-bucket occupies only

one page in the SSD. When a log-bucket is created, it is stored in a buffer pool in the main

memory. Whenever this buffer gets full, its contents are saved to the SSD, in an append-only

fashion, according to a flushing policy. Motivated by recent works [135, 20] that prioritize

buffering of internal nodes, we maintain separate buffers for directory and log-bucket pages,

respectively. Buffering is further discussed in Section 3.4.3.

In the following subsections we present the basic operations in LB-Grid and we examine

several query algorithms. We consider a 2-dimensional grid for simplicity reasons, however

all algorithms can also be applied to higher dimensional grids.

3.4.2 Basic operations

This section presents some basic operations of LB-Grid. We focus on the parts of algorithms

that differentiate from the ones of the original Grid File.

Read bucket

ReadBucket (Algorithm 1) describes the procedure of retrieving one or more log-buckets

in order to construct the logical representation of a certain data bucket B. The algorithm

returns all valid log-records belonging to B. First, a list of log-bucket identifiers is retrieved

from BT T (line 1). A fetch operation follows, that gathers all required log-buckets to the

main memory (line 2): it receives a set of log-bucket identifiers and examines if any of
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Algorithm 1: readBucket(B, BT T )
Data: the bucket B to be read, the bucket translation table BT T
Result: a log-bucket logBucket with the records of B

1 logbucketlist← BT T [B].list;
2 LogBuckets = batchReadLogBuckets(logbucketlists);
3 foreach logbucket in LogBuckets do
4 foreach record in logbucket.records do
5 if record.Bucketid == B then
6 recordso f B← recordso f B+ record;
7 end
8 end
9 end

10 parse recordso f B to remove redundant records;
11 eliminate deleted records;
12 compose a new log-bucket logBucket which corresponds to B;
13 return logBucket

the requested log-buckets already exist in the main memory buffers; for the rest of them, it

composes a batch read and submits it to the SSD. The retrieved log-buckets are examined one-

by-one, picking up the records of B (lines 4-8). In the sequel, redundant or deleted records

are removed and a new log-bucket containing only the valid records of B is composed.

The two-disk-access principle for single point retrieval of Grid File is also preserved in

LB-Grid. The first SSD access concerns the corresponding sub-directory page, whereas the

second one is a Group Read Operation for the necessary log-buckets. Therefore, the average

cost of searching a single point in LB-Grid is actually determined by the average cost of

retrieving a logical bucket. So, if L is the average list length of a BT T list, ϖ the average

gain from SSDs’ internal parallelism, and Rp the cost for retrieving a single page, then the

cost for searching a point is Cs = Rp ∗ (1+L/ϖ).

Insert and Delete Operations

Insert Algorithm 12 describes the Insert operation. Its input comprises a point p and the

logical bucket B wherein p has to be inserted. B has been previously located by searching the

Root Directory and the corresponding Sub-directory. Each logical bucket B accommodates

a certain number of records, so that all records of B can fit in one log-bucket. If B is not

full, a log-record is composed and appended to the current working log-bucket, then BTT

is updated accordingly (lines 2-7). Otherwise, a split operation of B is initiated, resulting

in the introduction of a new logical bucket B′. Therefore, all records of B are read from

secondary storage into a new log-bucket and a split boundary BR is established (lines 9-

11). Subsequently, the records in the new log-bucket are redistributed according to BR by

updating their bucket_id field. Finally, BT T is updated as needed. Successive insertions of

new records may trigger sub-directory splitting. This operation is executed as in the original

Grid File.
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Algorithm 2: Insert(B, p,BT T,wLogBucket)
Data: the bucket B to be updated, the new entry p to be inserted, the bucket

translation table BT T , the working log bucket wLogBucket
1 op← insert;
2 if B is not full then
3 insert record (p,B,op, timestamp) to wLogBucket;
4 if wLogBucket.id /∈ BT T [B].list then
5 append wLogBucket.id to BT T [B].list;
6 end
7 exit
8 else
9 newLogBucket← readBucket(B); //read all records of B

10 insert record (p,B,op, timestamp) to newLogBucket;
11 find a split boundary BR ;
12 let B′ a new logical bucket;
13 insert B′ to the grid;
14 update grid if necessary;
15 redistribute records in newLogBucket among B and B′ according to BR;
16 update BT T ;
17 exit
18 end

Delete The removal of an existing point in LB-Grid is performed by inserting a new log-

record that represents the operation. Algorithm 3 describes deletion. Given the corresponding

logical bucket B, a delete record is inserted (line 2) into the current working log-bucket. The

necessary updates of BT T are following (lines 3-5). A merge operation is conducted, if

necessary. Particularly, the occupancy of the logical bucket is examined. If it is dropped

bellow a predefined level (e.g. 30%) then a merge operation is initiated. At first, an attempt

to detect a proper bucket for merging takes place (line 9); the prerequisites for merging are

described in [47]. If such bucket (mB) is found, the logical buckets mB and B are restored

(lines 13, 14) and merging is performed by copying all log records of mB to B. The log-

bucket of mB is deleted and necessary updates to BT T are subsequently performed. The

logical bucket mB is removed from the Grid Directory, and, finally, if the boundary along

mB and B is no longer used, it is expunged from the grid and the corresponding scale. The

merging procedure may be propagated up to the root directory.

Update Cost Insert or delete operations are performed in batches as soon as the write

buffer gets full. Let Wb be the size of the write buffer in pages, Bs the page size in items,

Sr,Sw the average page reads and writes during splits or merges, respectively, Wp cost of

writing a page, and Psm the probability an insert or delete operation to trigger a split or merge

operation. Then, the amortized average cost per update operation is Cu = [Wb ∗Bs ∗ (1∗Rp +

(Wp ∗Sw +Rp ∗Sr)∗Psm ∗ϖ−1)]/Wb ∗Bs = 1∗Rp +(Wp ∗Sw +Rp ∗Sr)∗Psm ∗ϖ−1.
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Algorithm 3: Delete(B, p,BT T,wLogBucket)
Data: the bucket B to be updated, the entry p to be deleted, the bucket translation

table BT T , the working log bucket wLogBucket
1 op← delete;
2 insert record (p,B,op, timestamp) to wLogBucket;
3 if wLogBucket.id /∈ BT T [B].list then
4 BT T [B].list← BT T [B].list +wLogBucket.id;
5 end
6 if B.size > BUCKET _OCCUPANCY then
7 exit
8 else
9 mB← f indMergingBucket(B);

10 if mB is NULL then
11 exit;
12 end
13 BLogBucket← readBucket(B);
14 mLogBucket← readBucket(mB);
15 merge BLogBucket and mLogBucket;
16 delete mLogBucket;
17 update BT T ;
18 delete logical bucket mB from sub-directory;
19 if the merging boundary is in Xi hyperplane and it is not anymore needed then
20 remove redundant boundary from grid sub-directory and Xi sub-scale;
21 end
22 exit
23 end

3.4.3 Buffering and replacement policy

Traditionally, databases use in-memory buffers that reduce access to secondary storage, as-

piring to improve their performance. The efficiency and the distinct features of flash SSDs

have motivated researchers to study caching algorithms for flash based storage devices. A

common strategy in the vast majority of the presented works is batching writes. Thus they

reduce the interference between read and write operations and exploit SSDs’ internal par-

allelism. The first effort for a flash efficient buffer management algorithm is CFLRU (Cold

First LRU), which promotes the eviction of clean pages first [95]. AD-LRU (Adaptive double

LRU) [52] improves CFLRU by considering the frequency of page references as well. It di-

vides pages into two classes, cold and hot, preferring the cold pages for eviction. A buffering

algorithm designed for database indexes is presented in [135]. Specifically, applies different

priorities to the buffered pages based on their corresponding node type (leaf or internal node).

In the same direction, [130] takes into account concurrent access to the buffer; and proposes a

policy that provides greater priority to higher level nodes, as well as, to the leaf nodes whose

parents already exist in the buffer. The generic framework presented in [20] also integrates a

buffering mechanism that prioritizes caching of internal tree nodes.

In our previous work [34], we presented a flash efficient buffering scheme for the Grid
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FIGURE 3.5: The LB-Grid buffer structure

File. Here, we employ separate buffers for directory pages and log-buckets, enabling even

different policies for each page type. Figure 3.5 depicts the proposed buffer structure. Each

buffer utilizes a pair of Least Recently Used (LRU) lists to manage cached pages. In both

cases, the Hot LRU list (HLRU) holds recently accessed pages and the Cold LRU list (CLRU)

accumulates dirty pages which are evicted from HLRU . When CLRU overflows, all pages in

it are saved to the underling SSD at once.

Algorithm 4: FetchPage(p)
Data: the id p of the requested page
Result: a reference to the requested page p

1 if p ∈ HLRU then
2 move p to MRU position of HLRU ;
3 return a reference to the requested page p;
4 end
5 if p ∈CLRU then
6 if HLRU is full then
7 Evict();
8 end
9 move p to the MRU position of HLRU ;

10 return a reference to the requested page p;
11 end
12 if HLRU is full then
13 Evict();
14 end
15 fetch p from SSD;
16 set p to the MRU position of HLRU ;
17 return a reference to the requested page p;
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Algorithm 5: Evict()

1 select victim v from the LRU position of HLRU ;
2 if v is dirty then
3 if CLRU is full then
4 if page cp in the LRU possition of CLRU is not clean then
5 flush CLRU to SSD;
6 set to clean all pages in CLRU ;
7 end
8 end
9 evict cp;

10 evict v from HLRU to MRU position of CLRU ;
11 else
12 evict v;
13 end

The processes of fetching and evicting log-bucket pages from main memory are detailed

in Algorithms 4 and 5, respectively. In this work we use the same eviction policy for both

directory and log-bucket pages, thus Algorithms 4 and 5 fit in both cases.

Page read requests are served through HLRU (Alg. 4). If the requested page p is already

in main memory (HLRU or CLRU), then it is moved to the most recently used (MRU) position

of HLRU . Otherwise, a read operation to SSD is issued. If p resides in CLRU , then CLRU

and HLRU may require some adjustment after moving p to HLRU . This is performed by

utilizing the eviction process. Eviction is also initiated to make free space in HLRU prior a

page read from SSD. During eviction, CLRU is flushed to the SSD, exploiting a group write

operation (Alg. 5). After a group write, all pages in CLRU are set to “clean” and are evicted

from it, one by one, whenever it is necessary. In Section 3.5 we discuss the performance

parameters of the proposed buffering scheme.

3.4.4 Queries

This section details query processing in LB-Grid. Specifically, we describe range, kNN and

group point queries. We try to highlight those parts of the algorithms that differentiate from

the original Grid File’s ones.

Range Queries

A range query returns all the points that are enclosed into a user defined region Rq. The

proposed range query algorithm exploits the high efficiency of SSDs by composing groups

of read requests that are issued at once. Figure 3.6 presents an execution example of a range

query. Initially, all Root Directory cells (i.e. Sub-directories) intersecting Rq are located

(Fig. 3.6a). Each retrieved Sub-directory is examined against the corresponding part of Rq

to locate eligible buckets (Fig. 3.6b). The BT T is searched next, to get their log-buckets
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FIGURE 3.6: Execution example of a range query in LB-Grid

ids (Fig. 3.6c) and, after that, a group read operation is issued fetching the corresponding

log-buckets from the SSD (Fig. 3.6d).

Algorithm 6 describes range query processing for a given sub-directory. During the first

steps of the algorithm, the buckets that intersect with Rq are discovered (lines 1-3). These

buckets are separated into groups that can fit into the log-buckets’ buffer (LBB), utilizing

next-fit policy. As soon as such a group has been formed, a batch read fetches it to the

main memory (line 6). The gathered log-buckets are processed, picking up only the records

that belong to the result (lines 7-14). This continues until all buckets have been fetched and

processed.

This algorithm applies in a similar way to the Root Directory for retrieving the Sub-

directories that overlap with Rq. The corresponding directory pages are fetched, using a group

read operation for Sub-directories. This operation segments the set of directory pages into

groups that fit into the Sub-directories’ memory buffer (DPB). The fetched Sub-directories

are processed and the algorithm continues by fetching and processing, until all groups of

directory pages have been examined.

The cost CRq of retrieving the points in a region Rq is the sum of the costs for fetching

the Sub-directories (Cσ
Rq

) and the corresponding log-buckets (Cβ

Rq
). Let nσ be the number of

Sub-directories intersecting with Rq, Si the i-th such Sub-directory, bi the number of logical

buckets of Si that intersect Rq, and Br the average utilization of the read buffer. Then CRq =

Cσ
Rq
+Cβ

Rq
= Rp ∗ (nσ/(Br ∗ϖ)+∑

nσ

i=1(bi ∗L/(Br ∗ϖ))) = Rp ∗ (nσ +∑
nσ

i=1(bi ∗L))/(Br ∗ϖ).

kNN Queries

Given a point p, a k-nearest neighbor query (kNN), retrieves the k nearest points to p. In the

sequel, a new algorithm that exploits the advances in flash SSDs is described. To facilitate

understanding, we describe how the algorithm is applied to a Sub-directory. However, the

same procedure is used at the Root Directory level, as well, for locating the nearest Sub-

directories and processing the corresponding directory pages.

The proposed algorithm traverses the grid one level after the other, as it is suggested in

[88]. Figure 3.7 illustrates an execution example. The cell, wherein the point p resides, is
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Algorithm 6: RangeQuery(Rq, BT T , LBB)
Data: the query region Rq, the bucket translation table BT T , the log-bucket buffer

LBB
Result: a set of points result enclosed by Rq

1 let LogBucketGroup denote the set of log-buckets to be read as batch;
2 search the scales to convert the coordinates of Rq into interval indexes;
3 use interval indexes to determine query region Rq in the sub-directory;
4 walk through Rq to obtain pertinent set Buckets;
5 foreach B ∈ Buckets do
6 if LogBucketGroup+BT T [B].list > LBB then
7 batchReadLogBuckets(LogBucketGroup);
8 foreach B′ ∈ Bsubset do
9 readBucket(B′); // re-built bucket B from prefetched log-buckets

10 foreach point ∈ B′ do
11 if point ∈ Rq then
12 result← point;
13 end
14 end
15 end
16 LogBucketGroup← /0;
17 Bsubset← /0;
18 end
19 LogBucketGroup← LogBucketGroup+BT T [B].getlist;
20 Bsubset← Bsubset +B;
21 end
22 fetch and process the residual part of Bucket if necessary;
23 return

firstly located (the central cell in the figure), and searching continues with the cells in the

perimeter. At each step, we examine another level, which is denoted by different colors in

Fig. 3.7, towards the outer of the grid. The algorithm stops when k nearest neighbors of p

have been discovered and no other can be found in a shorter distance or all cells have been

traversed. The main idea behind our approach is to exploit the low latency and the high

I/O throughput of contemporary SSDs, pre-fetching big portions of log-buckets from each

level by employing group reads. However, this policy introduces a compromise between the

number of data buckets we retrieve and the number that is really needed.

Before we proceed with the description of the algorithm, we have to introduce two new

data structures. The first represents a neighboring point npoint, thus it stores the coordinates

of the point and its distance from p. The discovered npoints are pushed into a priority queue

(kNNqueue) which holds all neighbors of p in the grid, with the farthest one being at the

top of the queue. We also use another data structure named cell to represent a cell c of the

grid. This data structure encapsulates the id of the respective bucket (bid), and the minimum

distance d of c from the point p; d designates the minimum possible distance of a point

residing in bucket bid from p.
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Level 1 Level 2 Level 3

FIGURE 3.7: kNN query processing

Algorithm 7 describes the execution flow of a kNN query. Initially, the algorithm locates

the cell c wherein the point p is lying in (lines 1-2). Afterwards, query processing continues

traversing the grid, level by level. All cells of each level are examined (lines 4-13). A first

check discards the cells corresponding to buckets that have already been seen in an inner level

(line 6). A cell is eligible for processing if k neighbors have not been located yet, or cell is

closer to p than the farthest neighbor until now (line 7). Hence, if one of these conditions

stands, cell is pushed into two priority queues, cellQueue and cellQueue′ (line 8-9). The

closest cell to p is located at the top of the queues. cellQueue is used for locating the nearest

points, while cellQueue′ for composing the groups of log-buckets for batch retrieval. We use

two priority queues because iterating over a priority queue actually empties the queue. In

our implementation, the priority queues hold pointers to cell objects rather than the objects

themselves.

The direction D controls the side of the perimeter (up, down, left or right) that is currently

processed and the step the distance (level) from c. All buckets of the current level are split

into groups that fit into the memory buffer (LBB) and they are processed one group after the

other (lines 15-38). The buckets corresponding to the closest cells are fetched first. Grouping

and fetching is performed like in range queries, aiming to exploit the performance advantages

of SSDs. In the sequel, the closer cells are dequeued from cellQueue and examined one after

the other (lines 19-37). The visited list is updated with the bucket which is under consid-

eration (lines 21-22). The proposed algorithm, in opposition to the in-memory kNN query

algorithms for moving objects, does not assume a uniform grid wherein each cell represents

a different area. As such, many cells may point to the same bucket, thus the visited list is

needed.

Initially, kNNqueue is filled with the first k points that are shown up (lines 28-29). Sub-

sequently, any following point q in sorter distance (from p) than the one at the top of the

kNNqueue, is pushed to the result. If kNNqueue has already k elements and one more

is pushed into it, then the one at the top, which is the most distant, is popped (lines 30-

33). Processing at a specific level ends if kNNqueue already holds k neighbors and no
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Algorithm 7: kNNQuery(p,k,kNNqueue)
Data: a point p, the number k of nearest neighbours, the queue kNNqueue of

discovered neighbors
Result: the k nearest neighbours of p in the subdirectory

1 search the scales to convert the coordinates of p into interval indexes;
2 use interval indexes to locate the corresponding cell c in the grid;
3 do
4 foreach direction D+ step do
5 foreach cell ∈ D do
6 if cell /∈ visitedList then
7 if (kNNqueue.size <= k) OR (mindist(p,cell)< kNNqueue.top.dist)

then
8 cellQueue← cellQueue +< bid,mindist(p,c)>;
9 cellQueue′← cellQueue′ +< bid,mindist(p,c)>;

10 end
11 end
12 end
13 end
14 ++ step;
15 do
16 // prefetch as many log-buckets fit into the log-buckets buffer
17 pre f etch_logbuckets(cellQueue′);
18 current_dist← cellQueue.top.dist;
19 while cellQueue is not empty do
20 cCell← cellQueue.top;
21 if cCell /∈ visitedList then
22 visitedList← visitedList + cell;
23 if kNNqueue.size > k AND cCell.dist > kNNqueue.top.dist then
24 stop← true; break;
25 end
26 cBucket← readBucket(cCell.bid);
27 foreach point p ∈ cBucket do
28 if kNNqueue.size <= k then
29 kNNqueue← kNNqueue +< p,d >;
30 else if

kNNqueue.size > k AND mindist(p, point)< kNNqueue.top.dist
then

31 pop kNNqueue;
32 kNNqueue← kNNqueue +< p,d >;
33 end
34 end
35 end
36 cellQueue.pop; //remove cCell from priority queue
37 end
38 while ((cellQueue′ is not empty) AND (stop is not true));
39 while grid has not been explored AND

((kNNqueue.size < k) OR (current_dist < kNNqueue.top.dist));
40 return
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FIGURE 3.8: Execution example of a group point query in LB-Grid

other can be found in closer distance, or there are not any points to process at the spe-

cific level. The algorithm terminates when all points indexed by the grid have been ex-

amined or k nearest neighbors have been discovered and there is no other point q such that

mindist(p,q)< mindist(p,kNNqueue.top) (line 39).

The cost CkNN of performing a kNN query is determined by the cost Cσ
kNN of reading the

required Sub-directories and the cost Cβ

kNN of fetching log-buckets. In the proposed kNN

query algorithm, processing is performed level by level. For a certain level, prefetching

takes place in several steps. The number of these steps is determined by the size of the

read buffer. Let nρ the number of levels examined at the Root Grid, nσ the number of Sub-

directories examined in each level, and mi the number of levels of the i-th Sub-directory.

Then CkNN = Cσ
kNN +Cβ

kNN = Rp ∗ (∑
nρ

i=1(n
σ
i − vi)/(Br ∗ϖ)+∑

nσ

i=1 ∑
mi
j=1(bi j − vi j) ∗ L/(Br ∗

ϖ)) = Rp ∗(∑
nρ

i=1(n
σ
i −vi)+∑

nσ

i=1 ∑
mi
j=1(bi j−vi j))∗L/(Br ∗ϖ), where nσ

i denotes the number

of Sub-directories at level i, bi j is the number of logical buckets at the j-th level of the i-

th Sub-directory, and vi,vi, j the number of buckets that have already been processed in a

previous level (and contained in the visited list), during exploring the i-th Sub-directory and

the buckets at j-th level of the i-th Sub-directory, respectively.

Group Point Queries

Search requests for single points do not exploit SSD’s benefits since they involve only few

page reads each time. Specifically, two page reads are needed in Grid File, one for the di-

rectory page and one for the data bucket. Similarly, in LB-Grid one page read is required

to fetch the directory page and one group read for the log-buckets. It is clear that contin-

uous single point requests underutilize the SSD and, thus, degrade performance. However,

it is not unusual for search requests to arrive as bursts, hence more than one searches can

be combined and processed together, increasing the utilization of contemporary flash based

storages. Therefore, we introduce Group Point Queries for LB-Grid and Grid File, based on

the assumption that a set S of search requests show up at the same time.

Figure 3.8 demonstrates a group point query in LB-Grid. Given a set of points S, the Root

Grid is scanned, gathering all the references to directory pages (Fig. 3.8a). The participating
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Algorithm 8: GroupQueryR(S)
Data: the set S of query points
Result: the answer set result

1 foreach point p ∈ S do
2 foreach coordinate of p do
3 search the corresponding sub-scale to convert value into interval index;
4 end
5 use interval indexes to obtain the corresponding sub-directory SD;
6 if SD /∈ subdir_table then
7 subdir_table← subdir_table+SD;
8 end
9 subdir_table[SD].list← subdir_table[SD].list + p;

10 end
11 do
12 // prefetch as many sub-directories in subdir_table fit into sub-directories buffer
13 pr f _subdir← pre f etch_subdirectories(subdir_table) ;
14 foreach SubD ∈ pr f _subdir do
15 Subdir← getSubdirectory(SubD);
16 // bucket_table holds for each sub-directory its correspoding
17 // log-buckets that participate to the search space
18 bucket_table←

bucket_table+Subdir.preprocessQuery(subdir_table[SubD].list);
19 end
20 do
21 // prefetch as many log-buckets fit into memory buffer
22 // return the sub-directories whose corresponding
23 // log-buckets have been prefetched
24 p_subdirs← pre f etch_logbuckets(bucket_table);
25 foreach vSubD ∈ p_subdirs do
26 Subdir← getSubdirectory(vSubD);
27 result← result +Subdir.GroupQueryS(subdir_table[vSubD].list);
28 end
29 while no buckets are left in bucket_table for processing;
30 while no sub-directories are left in subdir_table for processing;
31 return
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Sub-directories are fetched and processed in batches, like in range queries, in order to locate

those logical buckets that contain points in S (Fig. 3.8b,c). Finally, all the necessary log-

buckets are retrieved from the SSD (Fig. 3.8d,e) and scanned to detect the searched points,

exploiting a group read operation as well.

Group point queries differ from range and kNN queries, since each one of the points in S

may belong to a different Sub-directory. Therefore, they can not fully exploit spatial locality,

as the two other query types do. For this reason, prefetching of log-buckets does not concern

a Sub-directory only, but involves many of them.

Algorithm 8 details the read operation at Root Directory. Initially, the Root Directory

is searched, gathering all Sub-directories that index the points of S (lines 1-5). After that,

S is partitioned into subsets that correspond to each one of the discovered Sub-directories.

These Sub-directories are retrieved in batches that fit into the in-memory buffer (line 13). At

the next stage, all buckets that possibly contain points of S are located (lines 14-19), enabling

group reads for the corresponding log-buckets (lines 20-29). Log-bucket reads also take place

in several steps. As many log-buckets as possible to fit in the log-bucket buffer (LBB) are

prefetched. A sequence of search operations is issued each time that processes the prefetched

portions of the index (lines 25-28).

The cost of group point queries resembles the cost of the range queries. The difference

between them lies in the policy of batching the read requests: the range query algorithm

fetches and processes the log-buckets of each Sub-directory separately (that is, locally), ex-

ploiting the spatial locality of the request. This policy simplifies the implementation, but may

induce under-utilization of the reading capacity. Thus, the cost of retrieving log-buckets is

Cβ

Rq
= Rp ∗∑

nσ

i=1(bi ∗L/(Br ∗ϖ)), where nσ is the number of Sub-directories that intersect the

search region Rq. On the other hand, group point queries may not present spatial locality at

all. For this reason, we compose batches of log-bucket requests that correspond to different

Sub-directories. Let nS
σ denote the number of Sub-directories that contain the points of the

search space S. In this case, the respective cost is Cβ
gpq = Rp ∗∑

l
i=1(bi ∗L/(Br ∗ϖ)), where

l ' nS
σ/Br. Thus, the total cost of group point queries is Cgpq =Cσ

gpq +Cβ
gpq = Rp ∗ (nS

σ/(Br ∗
ϖ)+∑

l
i=1(bi ∗L/(Br ∗ϖ))) = Rp ∗ (nS

σ +∑
l
i=1(bi ∗L))/(Br ∗ϖ).

3.5 Performance evaluation

3.5.1 Methodology and setup

In this section we evaluate the performance of the introduced flash efficient algorithms for

LB-Grid and GFFM. We also study the performance of the R∗-tree and FAST [113] in SSDs.

Regarding the R∗-tree, our objective is to provide the reader with the feeling of performance

difference between flash efficient algorithms and a widely used spatial index such as R∗-tree.

We chose FAST (FAST-Rtree) as a flash efficient index since it is credited as one of the state-

of-the-art spatial indexes for SSDs in the literature. During the experimentation, we disabled
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TABLE 3.1: SSD Characteristics

Intel DC P3700 Samsung SM951A Samsung 850 Pro
(NVMe1) (NVMe2) (SATA)

Seq. Read up to 2700MB/s up to 2150MB/s up to 550 MB/s
Seq. Write up to 1100MB/s up to 1550MB/s up to 520 MB/s
Random Read 450K IOPS 300K IOPS up to 100K IOPS

(100% span) (4KB, QD32) (4KB, QD32)
up to 10K IOPS
(4KB, QD1)

Random Write 75K IOPS 110K IOPS up to 90K IOPS
(100% span) (4KB, QD32) (4KB, QD32)

up to 36K IOPS
(4KB, QD1)

DRAM not available 512MB 512MB

the logging mechanism of FAST – it is used for recovery after system crash – in order to

assure fair comparison.

All the experiments were performed on two Lenovo P310 workstations, running CentOS

Linux 7 with Kernel 4.10.12. Each workstation was equipped with a quad-core Intel Xeon

E3-1220 3.0GHz CPU, 8GB of RAM, and a SATA SSD for hosting the operating system.

Two NVMe SSDs and one SATA SSD were employed for the experiments. The first work-

station was equipped with an INTEL DC P3700 480GB PCI-e 3.0 NVMe SSD (NVMe1)

and a Samsung 850 Pro 250GB SATA 3.0 SSD (SATA), and the second one with a 512GB

SM951A Samsung NVMe PCI-e 3.0 SSD (NVMe2). Table 3.1 summarizes the performance

characteristics of the three devices as provided by manufacturers’ data sheets.

3.5.2 Results

In the experiments, we used three different spatial datasets, one real and two synthetic. The

real dataset was obtained from Spatial Hadoop website1. It contains geographical points on

the planet and it has been extracted from Openstreetmap. The two synthetic datasets follow

Gaussian and Uniform distributions, respectively. We utilize Direct I/O (O_DIRECT) to

bypass the Linux caching system and measure the real improvement.

Performance parameters

We start the evaluation by studying two important performance parameters, the size of cold

LRUs (CLRU) and the size of the in-memory buffers in total. We seek to identify how these

two parameters influence the performance of LB-Grid and GFFM.

We first try to tune the size of write buffers (CLRUs). As we have described in Section

3.4.3, we use separate write buffers for directory and bucket/log-bucket pages. The size

of the CLRUs determines the number of outstanding write operations that are send to the

1http://spatialhadoop.cs.umn.edu/datasets.html
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(A) Real data set

 

(B) Uniform dataset

 

(C) Gaussian dataset

FIGURE 3.9: Relative change in the performance of the construction of LB-
Grid and GFFM vs write buffer (CLRU) size (number of 8KB pages) for

various datasets. A number of 128 pages is suitable in the most cases.
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FIGURE 3.10: LB-Grid and GFFM construction times vs write buffer
(CLRU) size (number of 8KB pages) of the Real dataset running in the
NVMe1 device. The results for the rest of datasets and devices follow a

similar pattern.

SSD at once. We measure the elapsed time for the construction of LB-Grid and GFFM,

using 20M points in each run. We fix page size at 8KB in all tests. Figure 3.9 depicts the

results. The size of each CLRU (in number of pages) is reported on the x-axis, while the

relative change in performance is the dependent variable on the y-axis. The elapsed time

for CLRUsize = 1 is used as reference value. The results show that a number of 128 pages

(or 1MB) is the pertinent parameter in the most cases. This value is also confirmed by the

findings of other works [76]. The results follow a similar pattern in all datasets and testing

devices for both LB-Grid and GFFM. However, the performance gain for GFFM is higher.

This has to be thought taking into account the total execution times, which are presented

in Fig. 3.9a. According to them, the construction of LB-Grid is performed about 6 to 12

times faster than GFFM. Therefore, the room for improvement in LB-Grid is less. Figure

3.9a illustrates the attained run-times for the real dataset in the NVMe1 SSD. The results for

the other SSDs and datasets are similar, thus they are omitted. Observing Fig. 3.9a we draw

another important conclusion: as the size of CDB buffer increases, both read and write times

decrease, thanks to the reduction of interleaving between read and write operations.

Moreover, we study the influence of the hot LRU buffers (HLRUs) in the performance of

LB-Grid and GFFM. The total amount M of main memory that is reserved for all buffers in

LB-Grid is M =CLRUDP
size +CLRULB

size +HLRUDP
size +HLRULB

size . This type applies correspond-

ingly to the GFFM. We measure the execution times for the construction of the LB-Gird and

the GFFM with 20M points. In line with the previous findings, we set the size of CLRUs to

1MB (128 8KB pages) each. The remaining available memory is shared evenly between the

HLRUs. Thus, the size of each HLRU is HLRUDP
size = HLRULB

size = (M− 2)/2. We execute

the experiment several times, doubling the total size M in each run, starting from 4MB up to
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(A) Real data set

 

(B) Uniform dataset

 

(C) Gaussian dataset

FIGURE 3.11: Relative change in performance as buffer size increases from
4MB up to 256MB. After 16MBs improvement accelerates slower.
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256MB.

Figure 3.11 presents the relative change in the elapsed time as memory size M increases.

The elapsed time for M = 4MB is the reference value. We observe that the improvement

in LB-Grid is smaller than that of GFFM. This happens because LB-Grid continuously logs

incoming points without retrieving any data buckets from the SSD. Thus, its memory re-

quirements during insertions are low and mostly concern caching of directory pages. For

this reason, increasing the size of the buffer over 16MB does not contribute any performance

gain. On the other hand, in the GFFM, each insertion requires the retrieval of the correspond-

ing data bucket first. Therefore, increasing the memory buffers from 4MB to 16MB provides

a performance gain which varies from 23% to 37% and this increase continues up to 64% at

256MB.

Based on the above findings, we adjusted the size of write buffers (CLRUs) to 128 pages

each, and the total size of the in-memory buffers to 16MB in all experiments that follow. We

reserved the same amount of memory for buffering in R∗-tree and FAST as well.

Insert/Search Queries

We evaluate the performance of the proposed indexes, using three datasets and six different

workloads with varying insert/search ratios. The details of each workload are depicted in

Table 3.2.

To further understand the influence of buffering to the proposed index, we executed the

experiments twice. In the first run, we equally distribute the amount of 16MBs between the

directory and the data pages buffers. Next, we reserved 75% of the buffer for directory pages

and the rest 25% for data pages, respectively. In Table 3.3 we present a comparison between

the two runs. Specifically, we show the percentage change in performance as the memory

buffer for directory pages increases to 75% of the total reserved memory. The results confirm

that promoting the caching of directory pages improves performance. This occurs because

directory pages are referenced more frequently. In the following, we discuss only the second

run since it provides better results.

Regarding the real dataset, all indexes (GFFM, LB-Grid, R∗-tree and FAST) are initial-

ized with 500M points. We report the elapsed time for 10M operations in Fig. 3.12a. The

TABLE 3.2: Experimental setup

Dataset
Index

Initialization
Workload
operations

Real 500M 10M
Uniform 50M 5M
Gaussian 50M 5M
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TABLE 3.3: Performance gains for various workloads

LB-Grid
NVMe1 NVMe2 SATA

I/S Real Gauss Uniform Real Gauss Uniform Real Gauss Uniform
0/100 5.52 9.69 11.98 1.65 6.28 9.84 4.44 4.50 5.39
20/80 3.58 10.14 12.34 0.52 6.27 9.65 6.23 5.37 5.93
40/60 6.30 12.67 14.93 1.31 11.13 11.75 3.06 6.55 7.67
60/40 8.02 14.78 17.52 0.90 12.18 14.62 6.71 8.53 9.74
80/20 11.24 19.36 22.89 4.29 16.06 19.85 5.65 11.53 15.59
100/0 12.42 28.97 35.71 7.53 29.52 35.15 11.79 25.91 33.85

GFFM
NVMe1 NVMe2 SATA

I/S Real Gauss Uniform Real Gauss Uniform Real Gauss Uniform
0/100 2.09 27.68 16.72 -1.58 28.27 16.76 4.13 24.41 14.32
20/80 3.00 27.88 16.96 1.67 28.41 11.21 6.41 26.56 16.29
40/60 3.20 27.84 16.84 1.01 27.59 16.97 3.81 27.12 16.38
60/40 2.43 26.71 17.35 3.73 27.31 16.54 7.47 25.83 16.45
80/20 5.46 26.37 17.02 7.32 26.84 17.42 8.35 24.76 15.74
100/0 5.90 26.02 17.23 5.15 26.33 17.29 6.67 24.32 15.30

bottom part of each bar in the graph corresponds to the I/O time. The LB-Grid is more

efficient than the GFFM in the update-intensive test cases and in the NVMe SSDs. More

specifically, for the NVMe devices, the GFFM is faster only if the workload does not include

any insertions. The LB-Grid is considerably faster than the GFFM, starting from 1.24 times

for the NVMe1 and 1.18 times for the NVMe2, when the insert ratio is 40% of the workload,

and increases to 2.26 and 2.21 times, respectively, when the workload includes only writes.

The R∗-tree is 1.4 to 4.9 times slower than the GFFM and 2.4 to 5.5 times slower compared

to LB-Grid. FAST does not perform well in the read sensitive workloads, since it has been

developed as a write efficient algorithm. The absence of efficient algorithms for reading and

of an adequate read buffering policy impair its read performance, comparing even with the

R∗-tree. With regard to the update heavy workload (I/S 100/0), FAST provides better results

than R∗-tree in most test cases, however it is slower than GFFM and LB-Grid in all exper-

iments. For example, in the runs with the NVMe2 SSD, FAST is 1.5 and 3.3 times slower

than GFFM and LB-Grid, respectively.

The same methodology is also followed in the case of synthetic datasets. Thus, 50M

points are used for the initialization and then 5M I/O requests are issued to the indexes. The

results for the Uniform and Gaussian datasets are depicted in the Figures 3.12b and 3.12c,

respectively. GFFM performs better than LB-Grid in the workloads where reads are the ma-

jority. On the other hand, LB-Grid outperforms GFFM in the write-dominated workloads.

LB-Grid presents worse performance in the SATA SSD, exhibiting large divergence between

run times of read-dominated and write-dominated workloads. Indeed, it presents worse per-

formance compared to the R∗-tree in the heavy read workloads (I/S 0/100 & 20/80). This

reveals the inherent weakness of SATA SSDs to support high volumes of simultaneous I/O
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GFFM LB-Grid R*-Tree FAST 
 

(A) Real data set

 

GFFM LB-Grid R*-Tree FAST 
 

(B) Uniform dataset

 

GFFM LB-Grid R*-Tree FAST 
 

(C) Gaussian dataset

FIGURE 3.12: Execution times of different workloads in the various data
structures. LB-Grid outperforms GFFM in the update dominated test cases.

GFFM and LB-Grid overcome R∗-tree and FAST.
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operations as we detail in Section 1.3.2. However, LB-Grid is up to 6.7 and 9 times faster

than the R∗-tree in the write-oriented test cases of the Uniform and Gaussian datasets, re-

spectively. FAST provides better results than R∗-tree in the insertion-only workload, while

it remains slower in the rest of them. Compared with GFFM and LB-Grid, it exhibits worse

performance in all cases. The attained results advocate for the value of flash efficient spatial

indexes.

Range Queries

In this section we analyze the performance of range queries. We issued 5K requests to each

one of the indexes, studying two different scenarios for each test case. The first scenario

does not exploit the special features of SSDs, whereas the second one utilizes batch reads for

retrieving directory and data pages. We initialized the indexes with the datasets from Table

3.2 prior to executing the queries. Figure 3.13a presents the elapsed times corresponding to

the real dataset, while Figures 3.13b and 3.13c depict the respective times for the Uniform

and Gaussian datasets. Table 3.4 summarizes read accesses to the secondary storage.

The results are remarkable, especially for the GFFM. Its optimized version is 10.2 (NVMe1)

and 9.2 (NVMe2) times faster than the original one considering the real dataset in the NVMe

SSDs, whereas it is 5 times faster for the SATA. Similar results acquired from the other two

workloads. Higher speedups are presented in the Gaussian dataset test case, reaching 12.9x

in NVMe1 and 9x in NVMe2 SSD. The LB-Grid achieves to improve its performance, how-

ever the gain is smaller in comparison to the GFFM. It presents better performance with the

real dataset and the NVMe devices, improving its execution time by 2.6 times in the NVMe1

device and by 2.2 times in the NVMe2 one. R∗-tree lacks significantly in performance com-

pared to LB-Grid and Grid File in the experiments that utilize the large real dataset, but with

the smaller synthetic datasets its performance gap with LB-Grid is reduced and in the case of

the SATA SSD it provides better results. This happens due to the inherent weakness of SATA

SSDs to support efficiently massive I/O operations which is fundamental for the performance

of LB-Grid. FAST exhibits better results than R∗-tree in all workloads. Comparing it with the

Grid Files, it is slower in all the experiments that concern the large real dataset. However, it

outperforms the un-optimized range query of LB-Grid when the synthetic datasets are eval-

uated. Additionally, it presents worse results than the proposed flash efficient range query

TABLE 3.4: Range Queries - Number of read operations issued to the SSD

LB-Grid GFFM
Real Guassian Uniform Real Guassian Uniform

RQ 9.90E+06 2.13E+06 1.79E+06 8.86E+06 2.61E+06 1.76E+06
P-RQ 2,59E+05 1,30E+05 1,05E+05 1.16E+05 3.31E+04 4.22E+04

FAST R*-Tree
RQ 2,04E+07 4,18E+06 3,71E+06 2.92E+07 5.29E+06 4.56E+06
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Grid File LB-Grid R*-Tree FAST 
 

(A) Real dataset

 

Grid File LB-Grid R*-Tree FAST 
 

(B) Uniform dataset

 

Grid File LB-Grid R*-Tree FAST 
 

(C) Gaussian dataset

FIGURE 3.13: Range queries execution time of different workloads. The
proposed algorithm speeds up the execution of range queries up to 12.9x and

2.6x for GFFM and LB-Grid respectively (real dataset).
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algorithm for the GFFM and LB-Grid, with the exception of the runs concerning LB-Grid

and the SATA SSD, similarly to R∗-tree.

Regarding the number of I/O operations, the proposed range query algorithm achieves a

reduction of up to 79 times to the number of the issued read operations in GFFM. In LB-Grid,

the reduction varies between 16.3 times (Gaussian dataset) and 38.3 times (real dataset).

kNN Queries

We conducted a set of experiments to evaluate the performance of the kNN query algorithm

for both LB-Grid and GFFM. The key idea behind the proposed kNN algorithm is to ex-

ploit the performance of SSDs prefetching pages before they are utilized. Although issuing

multiple read requests at once accelerates I/O, it can degrade the overall performance, since

many of the retrieved pages may be redundant. This occurs because of the pruning that the

kNN algorithm performs. Therefore, we investigated three different experimental scenarios:

the first one does not utilize prefetching (baseline), the second one exploits batch reads to

prefetch only data pages (buckets/log-bucket), whereas the third one prefetches both direc-

tory and data pages. We measured the elapsed time for the execution of 1M kNN queries in

each test case. Prefetching of directory pages (third scenario) imposes more I/O than actually

is needed, degrading performance in the most runs. Thus, we omit to further discuss these

results, focusing on the other two scenarios.

Figure 3.14a illustrates the results of the real dataset, Figures 3.14b and 3.14c refer to

the synthetic ones, while Table 3.5 summarizes the accesses to the SSDs. As expected, the

GFFM presents better performance than LB-Grid, since it requires less I/O to get the nearest

neighbors of a given point. With regard to the execution of 10NN queries in GFFM, there

is some improvement (up to 1.13x) to the results concerning the NVMe1 device. However,

for the other two devices, either the improvement is very small or prefetching imposes even

greater execution times. The proposed method performs better in 100NN queries, where an

improvement starting from 1.38x (real dataset) up to 2x (Uniform dataset) is achieved for

the NVMe1. Similarly, for NVMe2, the gain is from 1.13x (real dataset) to 1.62x (Uni-

form dataset). As expected, the gain is less for the run in the SATA SSD. The improvement

is higher in 1000NN queries, reaching up to 1.56x for the real dataset in NVME1 device,

whereas for the smaller synthetic datasets it is even greater.

Prefetching is shown not to be an advantage for LB-Grid in 10NN and 100NN queries,

because it causes the retrieval of a large number of redundant log-buckets. In contrast, in the

1000NN test cases, prefetching from the NVMe SSDs provides a performance gain which

ranges from 1.19x to 1.26x in the real dataset. This gain is further increased up to 1.35x in

the experiments that employ the Uniform dataset. However, on the SATA SSD, the gain does

not exceed 1.1x (uniform dataset). This leads us to the conclusion that the proposed method

performs well in the cases where larger numbers of neighbors are sought.
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GFFM LB-Grid R*-Tree 
 

(A) Real data set

 

GFFM LB-Grid R*-Tree 
 

(B) Uniform dataset

 

GFFM LB-Grid R*-Tree 
 

(C) Gaussian dataset

FIGURE 3.14: kNN queries execution time. The proposed algorithms are
more efficient when a large number of neighbors is searched.

The proposed algorithms for LB-Grid and the Grid File outperform the R∗-tree in all
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TABLE 3.5: kNN Queries - Number of read operations issued to the SSD

LB-Grid GFFM
Real Gaussian Uniform Real Gaussian Uniform

10NN 2.38E+06 1.98E+06 1.90E+06 2.31E+06 1.54E+06 1.90E+06
100NN 4.15E+06 3.82E+06 3.62E+06 3.85E+06 2.98E+06 3.60E+06
1000NN 1.45E+07 1.41E+07 1.32E+07 1.27E+07 1.07E+07 1.31E+07
PR 10NN 2.01E+06 1.40E+06 1.35E+06 1.98E+06 1.06E+06 1.36E+06
PR 100NN 2.32E+06 1.59E+06 1.48E+06 2.22E+06 1.17E+06 1.49E+06
PR 1000NN 5.50E+06 3.64E+06 3.16E+06 4.78E+06 2.57E+06 3.18E+06

R*-Tree
10NN 1.37E+07 5.71E+06 3.40E+06
100NN 1.89E+07 1.02E+07 7.12E+06
1000NN 4.48E+07 3.29E+07 2.76E+07

experiments. Specifically, for 1000NN queries, in the real dataset, the Grid File is up to 5.5

times faster than the R∗-tree, whereas LB-Grid is up to 2.8 times faster. This performance

difference is further improved for the Grid Files in 10NN and 100NN queries. We omit to

evaluate FAST for kNN queries, since no algorithm is described for this type of query.

Table 3.5 summarizes the disk access counters (number of operations). We can see that

for the 10NN query the number of the issued I/O operations does not significantly change

when prefetching is applied. The highest reduction in the number of operations is noticed in

the 1000NN query where the best performance is achieved. Moreover, the Grid Files require

less I/O operations to reach the result (even the baseline algorithm) compared to the R∗-tree.

Regarding to the different SSD devices, the experiments unveil that the SATA SSD can

not support batch reading of directory and data pages as efficiently as the NVMe devices do.

Group Point Queries

The evaluation of Group Point Queries was performed by using the datasets of Subsection

3.5.2. Specifically, we utilized the ones with insert/search ratio 0/100. Please recall that the

real dataset contains 10M points and the synthetic ones 5M each. We study three different

configurations; the first is actually a single point query which is used for reference, whereas

the other two are considered with regard to groups of 10 and 100 points, respectively.

Figure 3.15a illustrates the running times for the real dataset, while Figures 3.15b and

3.15c refer to the running times for the Uniform and the Gaussian datasets, respectively.

Table 3.6 presents the number of read operations for each test case. Once again, the results

reveal the efficiency of the contemporary SSD devices in the parallel processing of multiple

I/O requests.

Specifically, for the GFFM, group reading of 10 points in the real dataset experiment

(Fig. 3.15a) is from 2 (SATA) up to 3.6 times (NVMe1) faster than single point queries.

The improvement further increases for the groups of 100 points, varying from 2.36 in the

SATA SSD to 4.6 times in the NVMe1. The results are even better in the smaller synthetic
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GFFM LB-Grid 
 

(A) Real data set

 

GFFM LB-Grid 
 

(B) Uniform dataset

 

GFFM LB-Grid 
 

(C) Gaussian dataset

FIGURE 3.15: Group point queries execution times. An improvement of
3.6x is achieved for a group of 10 points from the real dataset in the NVMe1

device
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TABLE 3.6: Group Point Queries - Number of read operations issued to the
SSD

LB-Grid GFFM
Real Guassian Uniform Real Guassian Uniform

1 1.95E+07 6.68E+06 6.45E+06 1.93E+07 5.07E+06 6.48E+06
10 2.00E+06 9.92E+05 9.84E+05 2.00E+06 5.77E+05 9.85E+05
100 3,12E+05 3,68E+05 3,30E+05 2.00E+05 9.08E+04 1.00E+05

workloads (Fig. 3.15b and 3.15c), wherein the improvement is up to 5x for the groups of 10

points and 10.6x for the groups of 100 points in the Gaussian dataset, and up to 3.7x for the

10 points and up to 9.2x for 100 points in the Uniform dataset, respectively. Regarding the

read operations to the secondary storage, their number decreases in reverse proportion to the

number of points in the group by an order of magnitude in each case, as Table 3.6 depicts.

Examining LB-Grid, the performance gain is also important, especially for the NVMe

devices. The run time improvement in the real dataset varies from 1.6x (SATA) to 2.4x

(NVMe1) for the 10 point groups, whereas for the 100 point ones the gain is increased to

1.7x and 2.7x, respectively. The results are similar for the synthetic datasets as well.

Concluding, the experimental results validate the efficiency of the proposed Group Point

Query algorithms for both the Grid File and LB-Grid and affirm, once more, that grouping

of several search requests together enhances the utilization of high performing flash storage

devices.

3.6 The xBR+-tree

The xBR+-tree [110] is a hierarchical index for multidimensional points based on the Quadtree.

It is an extension of the xBR-tree introduced in [121]. In the 2 dimensions it represents index

space with a square (like Quadtree), which recursively decomposed into four equal quadrants.

Each tree node occupies one page on the secondary storage. The leaves of the tree store the

actual data, while the upper level nodes (internal nodes) contain pointers downwards to the

data. A leave can store up to a predefined number of data elements. As soon as this number

is reached, a split operation occurs partitioning the region of the leaf into two new regions

using a Quadtree like decomposition. Thus, a new subregion is inserted, which corresponds

to the quadrant that hosts the larger number of elements. The other region is actually what

is left from the original leaf region, subtracting the new inserted one. The internal nodes are

also split upon become full. The split operation aims at balancing space usage between the

two nodes.

We have contributed to turn pre-existing algorithms for the XBR+-tree into flash efficient

ones. Specifically, our work regards bulk-loading, bulk-insertions and batch spatial queries

(i.e. point-location, window and distance-range) [107, 109]. In the following we briefly

describe the interventions we made to enhance the XBR+-tree’s performance in flash storage.
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Bulk Loading and Bulk Insertions. There exist three methods to add new items into a

data index, namely : bulk-loading, bulk-insertions and one-by-one insertions. Bulk loading

algorithms build an index from scratch, using a pre-existing data set. Bulk insertions regard a

batch update on an existing index with a bundle of new elements, while one-by-one insertions

refer to the insertion of one data item each time.

[105, 108] present an efficient method for building an XBR+-tree through bulk-loading.

The algorithm is executed in four phases. During phase 1, the input file is split in 2n sub-files,

where n is the number of dimensions. Each sub-file corresponds to an n-cube of the index

space. If the sub-files fit into the available main memory the algorithms proceeds in phase

three. Otherwise, phase 2 takes place, that recursively splits the dataset into blocks that fit

into memory. Each block corresponds to a sub-quadrant of the XBR+-tree. The points in

each sub-file are sorted according to z-order. The 3rd phase fetches a block into memory

and constructs a main memory XBR+-tree, that is merged to the disk resident XBR+-tree

(created in the previous iteration) in phase 4. Obviously, bulk-loading involves a large amount

of I/O that determines its performance. Thus, we adapted the bulk-loading algorithm to

better exploit the advantages of SSDs. Specifically, we modified phases 1 and 2 in order

to perform reads and writes in large batches, thus, exploiting the high throughput of SSDs.

Additionally, in phases 3 and 4 we postpone to write newly created nodes to the SSD. Instead,

we accumulate them into a write buffer, which is persisted at once, whenever gets full.

We follow a similar approach for the bulk-insertions as well. The original bulk-insertion

algorithm for the HDD is presented in [106]. For a given data set, the algorithm attempts to

insert the points into the leaves of the tree. In the case that a leaf overflows, an in-memory

sub-tree is created having root the parent of the leaf. Consequently, the in-memory sub-

tree is merged with the original (disk-resident) one. We modified the algorithm in order to

exploit SSDs’ efficiency by performing batch reads and writes of the leaf nodes. We utilize

an in-memory buffer to enable these batch operations.

The introduced algorithms overcome the original ones in terms of disk accesses and ex-

ecution time. Specifically, the batch loading algorithm improves execution time in a range

from 65.5% up to 97%. Similarly, the bulk insertions algorithm improves from 92% up to

96%. The gain is higher in the runs that utilize the larger datasets.

Batch Query algorithms. A point location query determines the existence of a given point

p into an index T , a window query returns all the points of T that are contained into a

rectangle w and a distance range query returns all the points of T that are found in distance

sorter than r from a given point p. The proposed batch query processing algorithms exploit

the high I/O capacity of contemporary SSDs. Specifically, for each one of the aforementioned

query types, we propose processing of several queries together, as a batch, following an

approach similar to that in group point queries of GFFM and LB-Grid. Thus, we initially

segment query sets into batches that fit into the available main memory. Next, each batch is
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processed accessing recursively the tree from the root to the leaves. The appropriate nodes

are fetched at once each time, exploiting the internal parallelism of SSDs and the benefits of

NVMe protocol. The proposed algorithms achieve remarkable performance gains, especially

when large datasets are used (up to 97.6%). This stems from the reduced latency since less

read requests are submitted to the SSD.

3.7 Conclusions

In this chapter we studied several flash aware point access methods. Specifically, we analyze

the performance of a flash efficient implementation of Grid File (GFFM) and we introduced

LB-Grid, a log-based variant of Grid File. LB-Grid accelerates update operations without

scarifying search efficiency, exploiting the performance characteristics of flash SSDs. We

presented algorithms for Range, kNN and Group Point Queries for both the GFFM and LB-

Grid, and a buffer manager which can discern bucket and directory pages. We focused on

optimizing query processing, exploiting SSDs’ internal parallelism and the advantages of the

NVMe interface to accelerate grouped I/O operations. We conducted extensive experiments

to evaluate our design, employing two NVMe and one SATA SSDs. Differentiating from

previous works, we used large datasets with up to 500M points in various test cases. The

conclusions we draw from our study show that LB-Grid provides high performance gains

during index construction and in update intensive workloads. Additionally, it shows adequate

performance in read intensive workloads. Regarding range, kNN and group point queries,

significant gains are exhibited, mostly for the (adapted) Grid File, whereas speedups2 up to

10.2x, 1.56x and 4.6x were measured, respectively.

We also present our contribution in the development of flash efficient algorithms for

the xBR+-tree. We introduce new bulk-loading, bulk-insertion and batch query processing

methods that exploit the advantages of modest SSDs. The gathered results show performance

improvement in all test cases, with the gain to be higher in the large dataset runs.

Our plans for future work include a new Grid File variant that combines both GFFM

and LB-Grid, and automatically switches between log and normal modes depending on the

workload type. The line of our research includes also the study of other types of operations,

like batch insertion and bulk loading, for Grid File and LB-Grid.

2The aforementioned speedups concern the 500M points dataset. The gain is higher in the smaller datasets.
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4 | Hybrid Data Structures

4.1 Introduction

The emergence of non-volatile memories has enabled new storage devices with amazing fea-

tures. Data intensive applications, like DBMSes, have drawn significant performance advan-

tages by this evolution. As a result, index structures for flash SSDs have become a promising

field of study for many researchers. A new class of SSDs was introduced by Intel, under

brand name “Optane”, earlier in 2017. These storage devices are based on 3DXPoint non-

volatile memory technology. Their performance characteristics create new lines of research

in data indexing.

The efficiency of a storage device is described by three performance metrics: IOPS, band-

width and latency. IOPS determine the number of I/O operations that the device is able to

carry out over the unit of time. On the other hand, the bandwidth expresses the throughput

that a drive can deliver, measured in MBs/sec. Finally, latency is the amount of time that an

I/O request takes to complete, i.e., the response time of an operation. Latency is of paramount

importance for the efficiency of a storage system, since low latency is tightly connected with

better user experience. Little’s law [74] for storage systems mandates that IOPS = Queue
Latency ,

where Queue is the number of outstanding requests, i.e. the number of I/O requests sent

to the device in parallel. It is clear that reducing latency retains IOPS efficiency even with

less concurrent I/O. Lower latency values enable workloads to finish into a fraction of the

initial time. According to [139] the latency of high-performance NVMe SSDs contributes

over 19% of the overall response time on online applications. New SSD devices have been

introduced lately providing ultra-low latency; such devices are Intel’s Optane series and Sam-

sung’s Z-NAND. Intel Optane SSDs (3DXPoint) can provide a latency reduction of one order

of magnitude compared to the conventional NAND flash SSDs. 3DXPoint SSDs can deliver
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high IOPS even when a small number of concurrent outstanding I/O is used (small queue

depth), while their NAND counterparts are more efficient under large batched I/O [61, 46].

Previous works for flash efficient database indexes focus on exploiting the high internal

parallelism of SSD devices by issuing multiple read or write operations at once. Several

works utilize large queue depths, pursuing to distribute the workload among multiple NAND

chips, accelerating query performance [102]. Although this technique has been proved very

useful so far, the low latency of new NVM technologies can further improve the performance,

especially where limited opportunity for grouping I/O requests exists. To the best of our

knowledge, this is the first time that the low latency 3DXPoint NMV is exploited to accelerate

the performance of a spatial index.

4.2 Hybrid storage systems

Hybrid storages are not rare in database systems; several algorithms have been proposed so

far [92]. Most of the related works, until now, consider flash-based solid state drives as the

performance tier and magnetic disks as the storage tier. In fact, hybrid storage systems em-

ploy SSDs either as a cache between main memory and HDD or as high performing devices

storing permanently the hottest data.

In [18] a flash based SSD acts as an extension of the standard main memory bufferpool

accommodating high priority data. The hot data regions are identified using frequency and

recency statistics, while an aging mechanism ensures that the cached regions are in line

with the I/O pattern, as it changes over the time. The authors in [77] study different buffer

management policies in relational DBMSes (i.e. MySQL), when a hybrid SSD/HDD scheme

is used as persistent storage. Their findings indicate that the performance of hybrid systems,

which employ SSDs for caching, is highly dependent on the ratio between SSD and HDD

bandwidth.

Hystor [27] is an extension to Linux operating system that identifies hot and performance

critical data blocks by monitoring the I/O sequence. This data is stored on a fast SSD instead

of a magnetic disk. Following a different roadmap, MOLAR [78] proposes the implementa-

tion of the hot page detection mechanism into the SSD’s controller. Simulated experiments

have shown that MOLAR can reduce the average write latency in SSDs by 3.5 times.

The efficiency of hybrid storage systems is connected with the accuracy of hot data iden-

tification. [79] uses a probabilistic algorithm to locate hot data. The algorithm maintains

two probabilities. The first probability contributes to the decision of which pages should

be evicted from RAM and the second one determines the persistent storage (SSD/HDD) an

evicted page should be moved to.

A recent study [136] investigates the use of 3DXPoint technology to enhance the perfor-

mance of database systems. Specifically, the authors recognize write amplification, careless
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FIGURE 4.1: Overview of H-Grid. A part of the Grid-File is migrated to the
3DXpoint storage.

use of temporary tables and bufferpool cache misses as factors that degrade query perfor-

mance. In the sequel, they experimentally show that an enterprise class 3DXPoint SSD can

improve query performance by 1.1-6.5x compared to a flash counterpart.

Although many flash efficient database indexes have been proposed so far, there exist only

a few hybrid ones. Recalling from Chapter 2, the HybridB tree [51] is a B+tree variant for

hybrid SSD/HDD storage. It always keeps the internal nodes in the SSD, while it distributes

the leaf node pages between HDD and SSD. Specifically, it organizes leaf nodes as huge-

leaves aiming to reduce costly splits and merges. A huge-leaf occupies two or more pages in

the secondary storage it includes a logging part and a part for metadata as well.

4.3 The H-Grid

Spatial data structures are of paramount importance for spatial query processing. They rep-

resent simple or complex spatial objects (e.g. points, lines polygons, etc) in a manner that

simplifies execution of spatial queries [112]. In GFFM and LB-Grid we utilized flash SSDs

to enhance the efficiency of Grid File [91]. Here, our objective is to take advantage of a new

non-volatile memory technology, the 3DXPoint. Therefore, we introduce the H-Grid, a Grid

File variant for hybrid storage.

4.3.1 H-Grid Design

A common method on past research for flash efficient database indexes is to group I/O op-

erations, exploiting the high bandwidth, the internal parallelism of modern SSDs and the
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efficiency of NVMe protocol. This strategy provides sufficient results, especially in range

and kNN queries as they usually involve access to multiple pages. Furthermore, grouping

of incoming search requests into sets that are processed simultaneously have been also ap-

proved beneficial. However, in all aforementioned cases, accessing the upper level nodes

of tree-indexes does not always exploit the full bandwidth of SSDs, even if multiple nodes

are fetched with a single I/O request. The performance characteristics of 3DXPoint, i.e. its

efficiency even at small size I/O, motivated us to introduce H-Grid. H-Grid is a Grid-File

variant designed for hybrid, 3DXPoint/flash storage. It exploits a frequency based model for

data placement. It detects performance critical regions placing them to the low latency 3DX-

Point storage, while it leaves the rest of them to the flash SSD. To the best of our knowledge,

H-Grid is the first attempt to introduce a spatial index that exploits hybrid 3DXPoint/flash

I/O.

A running example of H-Grid is illustrated in Figure 4.1. The H-Grid implementation

follows the two-level Grid File design as it is presented in [47]. Thus, H-Grid employs a

small, memory resident Root Directory (Fig. 4.1a) and many sub-directories that reside in

the physical storage. The sub-directories hold the addresses of data buckets that contain the

actual data. The sub-directories and the data buckets can reside in either a flash (Fig. 4.1b), or

a 3DXPoint SSD (Fig. 4.1c). A selection algorithm locates frequently accessed regions that

are eligible for the 3DXPoint storage, considering weight values for each retrieved directory

or data bucket page. These weights are calculated using the access frequencies of the pages.

We use two hashing tables (one for directory and one for data pages) to associate each page

in the 3DXPoint storage with its corresponding weight value.

H-Grid leverages in-memory buffers to accommodate pages that are either retrieved from

the SSDs or temporary stored prior to a batch write operation [34, 35]. It employs separate

buffers for sub-directories and data buckets, enabling different buffering polices that rely

upon the page type (directory/data). At the moment, we utilize LRU as eviction policy in

both buffers. The dirty evicted pages are not persisted immediately; they are accumulated

into write buffers instead, enabling batch writes that accelerate performance.

We also examine a special case of H-Grid (Fig. 4.2), where all sub-directories are placed

to the 3DXPoint storage, along with a number of selected data buckets. This approach can

provide additional performance gain, since the sub-directories are referenced more frequently

and their access pattern usually involves small-size I/O. The induced space overhead is not

prohibitive since, as experimental results indicate, the size of directory pages in the physical

storage is two orders of magnitude less than that of data buckets. The algorithms in the rest

of the document were modified accordingly to comply with this special case.

In the sequel, we describe the Hybrid Bucket detection algorithm and the Search/Insert

operations in H-Grid.
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FIGURE 4.2: H-Grid special case. All sub-directories are hosted to the 3DX-
Point SSD.

4.3.2 Hot Region Detection Algorithm

The role of the hybrid bucket detection algorithm is to reveal the most important, from per-

formance viewpoint, sub-directories and data buckets. Only these will be migrated to the

3DXPoint storage. We use a temperature-based model to identify hot spatial regions that im-

pose the highest I/O cost. These regions are represented by a number of sub-directories and

data buckets. The weight of a sub-directory is highly correlated with the number of previous

requests for it.

Equation 4.1 provides a metric for the weight W σ
i of a certain sub-directory i.

W σ
i = Fσ

i −
(

1−
tσ
i

T σ
i

)
(4.1)

The first term expresses the frequency of accesses to the specific sub-directory, normalized

into the range [0,1]. The second term refers to an aging policy, providing an advantage to

sub-directories that were recently accessed. T σ
i is the current timestamp, while tσ

i is the

timestamp of the previous access of sub-directory i. In other words, the second term reflects

the changes occurring in the access patterns over time.

Regarding data buckets, we use a similar policy, as expressed by Eq. 4.2.

W β

j = (W σ
i +Fβ

j )−

(
1−

tβ

j

T β

j

)
(4.2)

Specifically, we utilize the number of read requests Fβ

j for the bucket j and the weight W σ
i of

its parent sub-directory i to determine its eligibility. The aging factor is also applied to decay

the weight of buckets that are rarely used. An additional condition for the data buckets is the

presence of their parent sub-directory in the 3DXPoint storage as well.

The selection Algorithm (Alg. 9) uses the weight values to identify the hottest buckets.
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Algorithm 9: HybridBucketDetect(B,S,WS)
Data: the bucket B, the parent sub-directory S, the weight of the parent sub-directory

WS
Result: Bucket is set hybrid or not

1 F ← getBucketStats(B.id);
2 D← (T −B.t)/T ;
3 W ←WS+F−D;
4 WSUM ←WSUM +W ;
5 ++n;
6 if S not in 3DXPoint then
7 return 0;
8 end
9 CA←WSUM/n;

10 if W > s∗CA then
11 B.setHybrid ← 1;
12 HBT[B.id]←W ;
13 set the 3DXPoint dirty flag of B;
14 return 1;
15 end
16 return 0;

Only these are migrated to the 3DXPoint storage. The algorithm initially calculates the

weight of a bucket (lines 1-3). In the sequel, it uses the cumulative moving average (CMA)

of the weights (line 7) to determine the bucket’s eligibility for the 3DXPoint storage. The

simple moving average (SMA) in sequential time windows can be used alternatively. Upon

a hot bucket is detected, a dirty flag is set, forcing the bucket to be written on the 3DXPoint

SSD during the next write-buffer flush (line 13). The parameter s is a tunable constant which

controls the selectivity of the algorithm. HBT (Hybrid Bucket Table) is a hash table that maps

all buckets in the 3DXPoint storage to their respective weights. The weight value of a bucket

in the HBT is updated every time the bucket is retrieved. This algorithm is adapted for the

sub-directories as well.

4.3.3 Queries

Single Point Search

In the two-level Grid-File, the search operation starts from the in-memory root directory by

locating the sub-directory which contains a particular point. When the sub-directory is re-

trieved, the procedure continues at the sub-directory level, looking for the appropriate bucket.

In this way, the Grid-File guaranties that a single point is reached in two disk accesses.

In H-Grid the search operation is adjusted to the hybrid storage configuration. Algorithm

10 describes the operation for a given point p at sub-directory level, while it adapts similarly

at the root level. Initially, the linear scales and the grid are used to find out the address of

bucket B that contains p. A fetch operation for B is issued either to flash or to the 3DXPoint
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Algorithm 10: Search(p,S,WS)
Data: the search point p, the parent Sub-directory S, the weight WS of the parent

sub-directory
Result: the bucket B wherein p is located

1 search the scales to convert the coordinates of p into interval indexes;
2 use interval indexes to locate bucket B in the sub-directory;
3 FetchBucket(B);
4 if HBT [B.id] is not NULL then
5 update HBT [B.id] with new weight value;
6 else
7 HybridBucketDetect(B,WS);
8 end
9 update B timestamp;

10 return B;

Algorithm 11: FetchBucket(B,HBT,MB)
Data: the id of bucket B to be read, the Hybrid Bucket Table HBT , in-memory buffer

MB
Result: the bucket B

1 if B is in main memory buffer MB then
2 move B to the MRU position of main buffer;
3 else if B is in flash SSD write buffer then
4 move B to the MRU position of main buffer;
5 else if B is in 3DXPOINT SSD write buffer then
6 move B to the MRU position of main buffer;
7 else if HBT [B.id] is not NULL then
8 read B from 3DXPOINT SSD;
9 move B to the MRU position of main buffer;

10 else
11 read B from flash SSD;
12 move B to the MRU position of main buffer;
13 end
14 return B;

storage (line 3). If B already resides in the 3DXPoint, its weight value W β

B is updated. Oth-

erwise, Algorithm 9 is employed to decide if B is eligible for migration (lines 4-8). Finally,

the last access timestamp of B is updated and B is returned.

Algorithm 11 details the bucket fetching operation in H-Grid. If the requested bucket

B is already in the in-memory buffer (MB) or into one of the two write buffers (flash or

3DXPoint), then B is moved to the most recently used (MRU) position of MB. Otherwise,

a fetch operation from the secondary storage is initiated. The HBT table is examined and a

bucket read request is issued to the appropriate storage device. By the end of the operation,

B is placed to the MRU position of the main buffer and a reference to it is returned.

From the above, it is obvious that the two disk access principle of Grid File is also pre-

served in H-Grid. The cost of searching a single point in H-Grid is determined by the cost of
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retrieving the directory and bucket pages from the physical storage.

Thus, for a given search query Q, let xs ∈ {0,1} represent whether sub-directory s is

stored in the 3DXPoint storage or not, and xb ∈ {0,1} denote whether the bucket b is in

3DXPoint or not as well. The cost CQ of Q is

CQ = xs ∗Rx +R f ∗ (1− xs)+ xb ∗Rx +R f ∗ (1− xb)

= 2∗R f − (R f −Rx)∗ (xs + xb)

where R f and Rx denote the cost of reading a page from the flash and 3DXPoint, respectively.

The wider the difference in page read time between flash and 3DXPoint gets, the higher the

performance gain of H-Grid becomes.

Insert Point

Algorithm 12 describes the insertion of a new point to the H-Grid. It receives as input a point

p and exploits the Search operation to acquire the bucket B wherein p has to be inserted. If B

is not full, a proper record is composed and is added to it (lines 2-14). In case B resides in the

flash SSD, the hybrid bucket detect operation is invoked, testing its eligibility for migration

to the 3DXPoint storage. A proper dirty flag is set denoting bucket’s storage medium. This

flag is exploited by the write operation. Each bucket B accommodates a certain number of

records. In case B is full, a split operation of B is initiated, resulting in the introduction of a

new bucket. Successive insertions of new records may cause a sub-directory split as well.

Algorithm 12: Insert(p,S,WS)
Data: the new entry p to be inserted, the parent sub-directory S, the weight of the

parent sub-directory WS
1 B← Search(p,S,WS)
2 if B is not full then
3 insert record (p) to B;
4 if HBT [B.id] is not NULL then
5 set the 3DXPoint dirty flag of B;
6 else
7 if not HybridBucketDetect(B,S,WS) then
8 set the flash dirty flag of B;
9 end

10 end
11 update B timestamp;
12 return 1;
13 else
14 split bucket B;
15 Insert(p,S,WS)
16 end
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TABLE 4.1: SSD Characteristics

Intel DC P3700 Optane Memory series
(Flash) (3DXPoint)

Seq. Read up to 2700MB/s up to 1350MB/s
Seq. Write up to 1100MB/s up to 290MB/s
Random Read 450K IOPS 240K IOPS
Random Write 75K IOPS 65K IOPS
Latency Read 120µs 7µs
Latency Write 30µs 18µs

4.3.4 Performance Evaluation

Methodology and setup

In this section we present the evaluation of H-Grid using both flash and 3DXPoint storage

devices. We present the performance benefits of H-Grid against flash efficient (GFFM [34])

and traditional (R*-Tree [45]) spatial indexes that are unable to exploit diverse storages.

We also test the special case of H-Grid, presented in Section 4.3.1, that persists all its sub-

directories to the 3DXPoint storage.

All the experiments were performed on a workstation running CentOS Linux 7 (Ker-

nel 4.14.12). The workstation is equipped with a quad-core Intel Xeon CPU E3-1245 v6

3.70GHz CPU, 16GB of RAM, and a SATA SSD for hosting the operating system. The

experiments were conducted on an INTEL DC P3700 480GB PCI-e 3.0 SSD (FLASH) and

an Intel Optane 32GB Memory Series device (3DXPoint). The latter belongs to the first

generation of devices utilizing 3DXPoint memory. Table 4.1 summarizes the performance

characteristics of the two devices as provided by manufacturers’ data sheets.

We use two synthetic and one real dataset for the experiments. The synthetic datasets

follow Gaussian and Uniform distributions, respectively, while the real one contains geo-

graphical points extracted from Openstreetmap1. All experiments were executed using the

Direct I/O (O_DIRECT) option to bypass the Linux OS caching system. We varied the se-

lectivity parameter s (Alg. 9) in the range 1.0 to 2.5 in the various workloads. In this way, a

number of up to 40% of the sub-directories and up to 20% of data buckets migrated to 3DX-

Point. We set the total size of the in-memory buffers for every examined index to 8MB. We

did not manage to run R*-tree on the 3DXPoint using the real dataset due to lack of space.

The single hatched part of the bars correspond to the I/O time spent in the flash SSD, while

the double hatched to the I/O time in the 3DXPoint SSD.

Insert/Search Queries

We evaluated the performance of H-Grid using six different workloads for each dataset. Re-

garding the real dataset, the indexes were initialized with 500M points. Figure 4.3a presents

1http://spatialhadoop.cs.umn.edu/datasets.html
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TABLE 4.2: I/S Queries - Number of I/O operations issued to the storage

GFFM HGRID HGRID (Random) HGRID (Special)

FLASH 3DXPOINT FLASH 3DXPOINT FLASH 3DXPOINT
Real Dataset

0/100 1.98E+07 1.31E+07 6.78E+06 1.33E+07 6.66E+06 8.04E+06 1.18E+07
20/80 2.35E+07 1.58E+07 7.99E+06 1.65E+07 7.42E+06 1.03E+07 1.34E+07
40/60 2.70E+07 1.86E+07 9.18E+06 1.93E+07 8.63E+06 1.25E+07 1.47E+07
60/40 3.04E+07 2.11E+07 1.05E+07 2.19E+07 1.00E+07 1.47E+07 1.61E+07
80/20 3.37E+07 2.36E+07 1.17E+07 2.43E+07 1.16E+07 1.70E+07 1.72E+07
100/0 3.68E+07 2.56E+07 1.34E+07 2.63E+07 1.34E+07 1.94E+07 1.79E+07

Uniform Dataset

0/100 9.04E+06 6.50E+06 2.87E+06 6.51E+06 2.85E+06 3.99E+06 5.37E+06
20/80 1.06E+07 7.59E+06 3.24E+06 7.67E+06 3.16E+06 4.99E+06 5.87E+06
40/60 1.25E+07 9.15E+06 3.72E+06 9.14E+06 3.74E+06 6.00E+06 6.95E+06
60/40 1.42E+07 1.07E+07 4.21E+06 1.06E+07 4.26E+06 7.00E+06 7.98E+06
80/20 1.59E+07 1.21E+07 4.78E+06 1.21E+07 4.70E+06 8.00E+06 8.97E+06
100/0 1.76E+07 1.35E+07 5.25E+06 1.35E+07 5.27E+06 9.00E+06 9.92E+06

Gaussian Dataset

0/100 8.64E+06 6.21E+06 2.89E+06 6.15E+06 2.96E+06 3.95E+06 5.16E+06
20/80 1.01E+07 7.19E+06 3.12E+06 7.19E+06 3.13E+06 4.95E+06 5.43E+06
40/60 1.19E+07 8.64E+06 3.68E+06 8.76E+06 3.58E+06 5.96E+06 6.48E+06
60/40 1.36E+07 1.02E+07 4.06E+06 1.02E+07 4.10E+06 6.98E+06 7.47E+06
80/20 1.52E+07 1.17E+07 4.47E+06 1.16E+07 4.59E+06 7.99E+06 8.36E+06
100/0 1.68E+07 1.31E+07 4.90E+06 1.31E+07 4.92E+06 9.00E+06 9.16E+06

TABLE 4.3: kNN Queries - Number of I/O operations issued to the storage

GFFM HGRID HGRID (Random) HGRID (Special)

FLASH 3DXPOINT FLASH 3DXPOINT FLASH 3DXPOINT
Real Dataset

10NN 2.36E+06 2.72E+06 6.69E+05 2.72E+06 6.63E+05 2.11E+06 1.29E+06
50NN 3.17E+06 3.41E+06 8.40E+05 3.42E+06 8.33E+05 2.77E+06 1.49E+06

100NN 3.92E+06 4.04E+06 9.94E+05 4.05E+06 9.84E+05 3.38E+06 1.67E+06
1000NN 1.28E+07 1.15E+07 2.75E+06 1.16E+07 2.72E+06 1.07E+07 3.61E+06

Uniform Dataset

10NN 2.44E+06 2.80E+06 6.19E+05 2.80E+06 6.19E+05 2.18E+06 1.24E+06
50NN 3.37E+06 3.61E+06 7.98E+05 3.61E+06 7.98E+05 2.95E+06 1.46E+06

100NN 4.19E+06 4.32E+06 9.52E+05 4.32E+06 9.51E+05 3.61E+06 1.66E+06
1000NN 1.38E+07 1.25E+07 2.75E+06 1.25E+07 2.75E+06 1.14E+07 3.83E+06

Gaussian Dataset

10NN 2.28E+06 2.57E+06 6.62E+05 2.62E+06 6.13E+05 2.06E+06 1.17E+06
50NN 3.09E+06 3.27E+06 8.27E+05 3.33E+06 7.73E+05 2.73E+06 1.37E+06

100NN 3.79E+06 3.87E+06 9.68E+05 3.93E+06 9.10E+05 3.30E+06 1.54E+06
1000NN 1.18E+07 1.06E+07 2.53E+06 1.07E+07 2.43E+06 9.78E+06 3.37E+06
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(A) Real dataset

 

(B) Gaussian dataset

 

(C) Uniform dataset

FIGURE 4.3: Execution times of I/S queries for different workloads. H-Grid
provides better results when searches are the majority.
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the elapsed time for 10M operations with the specified search and insert ratios. Specifically,

H-Grid achieves a speedup which ranges from 18.4% to 43% in comparison to the execution

of GFFM on the flash SSD (baseline). H-Grid does not provide adequate results when the

buckets for the 3DXPoint are randomly selected. This fact reveals the efficiency of the pro-

posed hot region detection algorithm. The special case of H-Grid, which considers placing all

sub-directories in the 3DXPoint storage, achieves a significant performance gain that ranges

from 34.4% to 56.6%. The acquired results are even better when GFFM exclusively utilizes

the 3DXPoint SSD as persistent storage (best case), providing a speedup reaching 78.9% in

comparison to the execution on the flash SSD.

For the synthetic dataset runs, we used 50M points for initialization and 5M I/S oper-

ations for testing. As depicted in Figures 4.3b and 4.3c, there is remarkable improvement

in all experiments involving read sensitive workloads. Figure 4.3b presents the results for

the Gaussian dataset. Specifically, using the 3DXPoint SSD as sole storage medium for

GFFM, we achieve an improvement ranging from 49.7% to 77.9% comparing with its exe-

cution on the flash SSD. H-Grid achieves a performance gain up to 35% in comparison to the

GFFM run on the flash SSD. The special case of H-Grid exhibits even better performance

(29.6%-52.7%) as expected. The results are similar in the test cases that utilize the uniformly

distributed dataset (Fig. 4.3c). The H-Grid is up to 35% faster than the GFFM execution

on the flash SSD, while the special case improves further the result. The low-latency of

3DXPoint SSD also contributes significant performance gains for R*-Tree comparing with

its flash-based execution.

In regard to the number of I/O operations issued in the secondary storage, Table 4.2

presents the respective counters for all test cases. The number of accesses in the flash SSD is

almost double than the number of accesses in the 3DXPoint counterpart in all H-Grid runs;

specifically the ratio f lash accesses
3XPoint accesses varies between 1.90 to 2.67. In opposition, in the special

H-Grid case, the number of access in the two storage devices is almost the same (in the most

cases), with the aforementioned ratio ranging from 0.68 up to 1.08.

kNN Queries

In this section we analyze the performance of kNN queries. We previously initialized the

indexes, using the same datasets as in I/S queries (500M points for the real dataset, 50M

points for each synthetic). We present the elapsed time for 1M queries posed to each one of

the examined indexes. Figure 4.4a depicts the results of the real dataset, while Figures 4.4b

and 4.4c correspond to the Gaussian and Uniform test cases. Regarding the real dataset, H-

Grid provides a gain up to 17% in the 100NN case, while in the 1000NN case the gain is only

4.7%. This is due to the large number of bucket reads that imposes. The results are better

in the smaller synthetic workloads. Particularly, for the Gaussian dataset, the improvement

ranges from 12.3% for the 10NN query, and up to 31% for the 1000NN one. Similarly, in the

experiments with the Uniform dataset, a speedup ranging from 12.4% up to 30% is achieved.
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(A) Real dataset

 

(B) Gaussian dataset

 

(C) Uniform dataset

FIGURE 4.4: Execution times of kNN queries for different workloads.
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FIGURE 4.5: Execution times of range queries for three different datasets.

H-Grid achieves better results when all the sub-directories reside in the 3DXPoint (special

case). Specifically, for the real dataset, it improves its execution time starting in a range from

13.6% up to 23.5%. The number of accesses in the secondary storage (Table 4.3) enlightens

the acquired results. Specifically, H-Grid issues, in average, 4.21 times more I/O requests

to the flash than to the 3DXPoint device. On the other hand, in the special H-Grid case this

number lowers to 2.18, thus the better results are explained.

Range Queries

We discuss the performance of range queries next. Specifically, we present the elapsed times

of 5K requests issued to the previously initialized indexes. Figure 4.5 summarizes the execu-

tion times for all test cases, while Table 4.4 depicts the access counters in secondary storage.

H-Grid improves GFFM on flash SSD (baseline case) up to 28% in the real dataset run, while

the gain for H-Grid is smaller in the runs that use the synthetic data. The efficiency of the

proposed hot region detection algorithm is proven to be true once again, since the random

TABLE 4.4: Range Queries - Number of I/O operations issued to the storage

GFFM HGRID HGRID (Random) HGRID (Special)

FLASH 3DXPOINT FLASH 3DXPOINT FLASH 3DXPOINT
Real Dataset

8.87E+06 6.36E+06 2.56E+06 7.67E+06 1.25E+06 6.44E+06 2.50E+06

Uniform Dataset

1.78E+06 1.46E+06 3.32E+05 1.46E+06 3.31E+05 1.40E+06 3.98E+05

Gaussian Dataset

1.53E+06 1.25E+06 2.96E+05 1.25E+06 2.95E+05 1.21E+06 3.30E+05
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selection of buckets for migration leads to worse results. The sole execution of GFFM in the

3DXPoint SSD provides significant performance improvements which range from 74.5% to

78%. Remarkable is also the speedup for the R*-tree (75%), when it utilizes the 3DXPoint

SSD, for the Gaussian and Uniform workloads.

4.4 R-tree for Hybrid Storage

Examining the attained results from H-Grid, we can infer that tree indexes can also benefit

significantly by storing hot nodes to the low-latency 3DXPoint. This motivated us to study

the performance characteristics of R-tree in hybrid non-volatile storage.

4.4.1 R-tree

R-tree was introduced by Guttman [44] in 1984, with the aim to facilitate VLSI design. How-

ever, very soon it became a popular data access method in both industry and academia with

a wide range of applications. Geographical information systems and multimedia databases

are considered being among them [112]. A large number of R-tree variants have been pro-

posed since its introduction, pursuing to improve its efficiency or to modify it for different

applications [81].

R-tree is a dynamic hierarchical data structure akin to that of B+tree. It uses multidimen-

sional minimum bounding rectangles (MBRs) to organize spatial objects. Thus, each leaf

node entry stores the smallest MBR that encloses a single geometric object O, and a pointer

to the address of the particular object rather than the object itself, i.e. (MBRO, ~O). Similarly,

each internal node entry contains an MBR that encloses all MBRs of its descendants, and a

pointer to their sub-tree T , namely (MBRT , ~T ). If the R-tree resides in secondary storage,

its nodes correspond to disk pages. Each R-tree node (not the root) can store at least m and

at most M entries, with m≤M/2. The root can store two records at minimum, unless it is a

leaf; 0 or 1 entries are allowed in such a case.

MBRs from different nodes may overlap. Even if an object is enclosed by many MBRs,

it is always associated with only one of them. Therefore, the search procedure for a spatial

object O starts from the root and traverses the tree towards the leaves; however, it might

follow several paths in order to ascertain the existence (or not) of O. This results in the worst

case of retrieving a small number of objects to a cost that is linear to the size of the data.

The height of an R-tree determines the least number of pages that must be retrieved in

order to touch a spatial object. Assuming that an R-tree accommodates N rectangles, then its

maximum height is

Hmax = logm N−1 (4.3)

Figure 4.6 illustrates a group of MBRs in the plane and one possible R-tree (m = 2,M =

4). Rectangles k, l, m, n, o, p, q, r, s, t, u and v enclose the spatial objects (not depicted
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FIGURE 4.6: A set of rectangles {k, l,m,n,o,p,q, r,s, t,u,v} and the corre-
sponding R-tree (m=2, M=4)

here), forming the leaves of the tree. Similarly, C, D, E, F, organize the leaves forming R-

tree’s internal nodes, while A, B designate the root. It must be noted that alternative R-trees

may be constructed indexing the same spatial objects. The structure of the resulting R-tree

depends, to a large extent, on the order of the insert and/or delete operations issued to it.

Several variants of R-tree have been proposed in order to improve its efficiency; some

representative examples are R+-tree [116], R*-tree [9], Hilbert R-tree [56], Cubetree [111],

Historical R-tree [120] and LR-tree [16].

4.4.2 Design an R-tree for Hybrid Storage

Previous works for flash efficient data access methods target to reduce the number of random

writes and exploit the high throughput and internal parallelism of SSDs. The performance

characteristics of 3DXPoint SSDs (i.e. low latency and high IOPS) and their cost, which

remains significant higher than that of the flash-based ones, motivated us to study indexing

methods under a different perspective. Therefore, we believe that a hybrid storage configu-

ration that combines both NVM technologies (flash and 3DXPoint) can be a decent option.

Next, we describe some key features that a hybrid tree index should have and we provide

some implementation details.

A running example of a hybrid tree T is illustrated in Figure 4.7. A part of the tree is

stored on the 3DXPoint SSD (Fig. 4.7(a)) while the rest of it is left on the flash based one

(Fig. 4.7(b)). Such a design is based on two fundamental operations: i) a selection algorithm

that detects hot data regions and ii) a replacement policy that retains only the hottest data to
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FIGURE 4.7: Indicative example of a hybrid R-tree; a part of the tree is
stored to the 3DXPoint storage.
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FIGURE 4.8: A simple yet illuminating case of a hybrid R-tree index (sHR-
tree); all non-leaf nodes are stored to the 3DXPoint storage.

the fast storage over time. The hot data selection algorithm can be based on usage statistics,

combined with other factors, such as the spatial properties of the indexed objects. In more

detail, the frequency of accesses in a specific region R as well as the recency of these accesses

can provide a strong indication of its popularity. Let R be a sub-tree of T . As the available

space in the performance tier (3DXPoint) is reduced, an adequate reclaim policy is needed to

migrate cold regions to the storage tier (flash).

We present some implementation guidelines bellow. As we mentioned above, the selec-

tion of the hottest regions is performed using various criteria. As a result, a weight value is

calculated for each region. The weights are maintained in-memory, using hash tables that

guarantee fast access. Also, an in-memory buffer is exploited to keep recently accessed node

pages. Here we consider LRU as replacement policy, however alternative algorithms can

also be applied. Each tree node of can reside in either the main memory or the flash, or the

3DXPoint storage. Algorithm 13 describes node retrieval. If the requested node N is already

in the in-memory buffer (MB), it is moved to the most recently used (MRU) position of MB.

Otherwise, a fetch operation from the secondary storage is initiated. By the end of the op-

eration, N is placed to the MRU position of the main buffer and a reference to it is returned.
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Algorithm 13: RetrieveNode(N,MB)
Data: N the node to be retrieved, the in-memory buffer MB
Result: the node N

1 if N is in main memory buffer MB then
2 move N to the MRU position of main buffer;
3 else if N is in 3DXPOINT then
4 read N from 3DXPOINT SSD;
5 move N to the MRU position of main buffer;
6 else
7 read N from Flash SSD;
8 move N to the MRU position of main buffer;
9 end

10 return N

Let xN ∈ {0,1} denote whether N is stored in the 3DXPoint storage or not. Assuming that N

occupies a single page in the secondary storage, the cost of retrieving N is

CN = xN ∗Rx +R f ∗ (1− xN) = R f − xN ∗ (R f −Rx) (4.4)

where R f and Rx are the reading costs from the flash and 3DXPoint, respectively.

We also study a simple yet illuminating case of a hybrid R-tree (Fig. 4.8), where all non-

leaf nodes are stored to the 3DXPoint SSD. We refer to it as sHR-tree from now on. The upper

level nodes of an R-tree are referenced more often than the leaves and present a small-size I/O

access pattern, as the tree is traversed from the root to the leaves. Therefore, the efficiency of

3DXPoint at small queue depths can lead to considerable performance improvement. Using

sHR-Tree we can draw useful conclusions about R-tree performance, when a hybrid storage

scheme is applied.

4.4.3 Evaluation

Methodology and setup

In this section we discuss the performance evaluation of R-tree in the various storage con-

figurations. We conducted a series of experiments using both flash and 3DXPoint storage

devices. We aim at unfolding the benefits of hybrid index configurations, against an approach

that considers single storage medium. For this reason, we evaluate two different workloads,

concerning i) index construction, and ii) execution of 5000 range queries.

The experimental platform is described in paragraph 4.3.4. We utilized three datasets in

the experiments, one real-world containing 300M points and two synthetic, having Gaussian

and Uniform distributions, of 50M points each. The total size of the in-memory buffers was

configured to 4MB. We did not employ a special write buffer in the experiments. The single

hatched part of the bars correspond to the I/O time spent in the flash SSD, while the double

hatched to the I/O time in the 3DXPoint SSD.
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(A) Real dataset

 

(B) Gaussian dataset

 

(C) Uniform dataset

FIGURE 4.9: Execution times of index construction for different workloads.
A gain up to of 13% for the real dataset and up to 24% for the synthetics is

achieved by the sHR-tree.
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(A) Real dataset

 

(B) Gaussian dataset

 

(C) Uniform dataset

FIGURE 4.10: Execution times of range queries for different workloads. R-
tree@3DXPoint achieves an improvement up to 82% in comparison to the

R-tree@Flash.
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TABLE 4.5: Index Construction - Number of
I/O operations

R-tree sHR-tree
FLASH 3DXPOINT

Real Dataset

4K 3.53E+07 2.96E+07 5.71E+06
8K 2.76E+07 2.39E+07 3.74E+06

16K 2.56E+07 2.23E+07 3.21E+06

Uniform Dataset

4K 6.38E+07 3.89E+07 2.48E+07
8K 6.02E+07 3.90E+07 2.12E+07

16K 5.47E+07 3.90E+07 1.58E+07

Gaussian Dataset

4K 6.14E+07 3.86E+07 2.27E+07
8K 5.95E+07 3.89E+07 2.05E+07

16K 5.51E+07 3.90E+07 1.61E+07

TABLE 4.6: Range Queries - Number of I/O
operations

R-tree sHR-tree
FLASH 3DXPOINT

Real Dataset

4K 2.10E+07 2.04E+07 6.18E+05
8K 1.05E+07 1.03E+07 2.30E+05

16K 5.27E+06 5.18E+06 8.94E+04

Uniform Dataset

4K 3.22E+06 3.01E+06 2.08E+05
8K 1.69E+06 1.61E+06 8.11E+04

16K 9.35E+05 8.96E+05 3.86E+04

Gaussian Dataset

4K 3.71E+06 3.45E+06 2.59E+05
8K 1.89E+06 1.80E+06 8.93E+04

16K 1.02E+06 9.75E+05 4.28E+04

Index Construction

Regarding index construction, we examine three different test cases: i) construction of R-

tree on flash, ii) construction of R-tree on 3DXPoint and iii) construction of the sHR-tree,

described in Section 4.4.2, that uses both storages. We present the execution times for three

different page sizes (4KB, 8KB and 16KB) in Figure 4.9. The results are quite impressive

for the run on the 3DXPoint SSD. It improves the execution time, compared to the run on

the flash SSD, up to 57% for the real dataset and up to 69% and 68% for the Gaussian and

Uniform datasets, respectively. The improvement is significant for the sHR-tree as well; it

achieves a gain up to 13% for the real dataset and up to 24% for the synthetic ones compared

to the flash run. The index construction time is less in the real dataset case, despite the fact

that its size is quite bigger than the size of the synthetic ones. This occurs because the objects

in the real dataset exhibit spatial locality, which contributes to a high number of cache hits.

We also observe that the page size influences performance. Specifically, when 4KB pages

are used the results are better in all test cases. This is expected up to a certain point, since the

page size determines the size of data written each time. The Table 4.5 depicts the numbers of

I/O operations issued in the secondary storage for the two indexes and the three datasets. The

ratio of the number of accesses in the flash SSD to the number of accesses in the 3DXPoint

SSD ( f lash accesses
3XPoint accesses) ranges from 5.2 to 6.9 in the real dataset runs and from 1.6 to 2.5 in the

synthetic ones.
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Range Queries

In this section we discuss the performance of range queries. The obtained results for the

R-tree residing in the 3DXPoint SSD are quite impressive; we get an improvement in com-

parison to the flash SSD execution up to 82%. On the other hand, sHR-tree improves only in

two cases w.r.t. the real and Gaussian datasets (16KB page runs). This happens because the

amount of data on the fast 3DXPoint SSD is not enough to contribute substantial performance

gain. In fact, the ratio ( f lash accesses
3XPoint accesses) is an order of magnitude higher than in the previous

experiment. Therefore, a hybrid approach that persists not only the upper-level nodes in

3DXPoint storage, but identifies and stores the hottest regions (including the leaves) on it,

can significantly contribute to query performance. This argument is strengthened by results

concerning the 3DXPoint execution. Moreover, the performance is improved in all test cases

by increasing the page size. This happens since larger pages require less I/O operations to

fetch the requested objects, which is in-line with the I/O counters that are presented in the

Table 4.6.

4.5 Conclusions

In this chapter we highlighted the opportunities that new or upcoming non-volatile memory

technologies create for data indexing. We studied the performance of spatial indexes (GFFM

and R-tree) that utilize 3DXPoint NVM as secondary storage; we introduced the H-Grid, a

variant of Grid File for hybrid storage; and we issued detailed guidelines towards developing

hybrid tree indexes.

H-Grid detects hot regions and persists them in a low-latency 3DXPoint SSD, while it

stores the rest of them to a flash counterpart. The experimental results show significant per-

formance improvement for H-Grid in comparison to GFFM, a flash-based Grid File variant.

Specifically, the gain ranges from 35% up to 43% in the single point retrieval, while the

achieved speedup for range and kNN queries is up to 28% and 32%, respectively. The results

unveil that even small amounts of 3DXPoint in the secondary storage layer can accelerate

spatial queries performance at affordable cost (e.g. a 32GB Optane module costs under 100

USD).

Regarding R-tree we experimentally evaluated three different cases, namely: i) R-tree

on flash, ii) R-tree on 3DXPoint, and iii) a simple hybrid R-tree implementation (sHR-tree).

The experimental results support our design hypothesis. Specifically, the R-tree execution

exclusively on the 3DXPoint device improves index construction up to 69%. Similarly, the

hybrid R-tree improves up to 24%. Regarding range queries, a gain up to 82% is achieved

when 3DXPoint is the sole storage. However, the gain is marginal for the hybrid approach,

since only a small number of nodes reside in the fast storage.

Our plans for future work in H-Grid include a method for tuning the selectivity parameter

s based on workload’s characteristics and a cooling process for buckets that stay long time in
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the 3DXPoint storage without being accessed. Our plans w.r.t. R-tree, include a hot region

detection algorithm that locates and migrates regions of high interest to a high performing

3DXPoint based device. Finally, we aim to further investigate spatial query processing in

order to take the full advantage of 3DXPoint properties.
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5 | Future Research Challenges

5.1 Indexing and New SSD Technologies

Nowadays, there is an increasing demand for high performance storage services. Emerging

technologies like NVMe, 3DXPoint and other non-volatile memories are for storage such a

big advent as many-cores were for CPUs. However, the difficulty of getting the maximum

performance benefits out of these contemporary devices, results in wasting valuable resources

[89]. The software I/O stack imposes significant overhead to data access, rendering new pro-

gramming frameworks imperative. Moreover, host software is unaware of SSD internals,

since they are well hidden behind a block device interface. This leads to unpredictable laten-

cies and waste of resources. On the other hand, SSD controllers comprise CPUs and DRAM,

which are closer to the data than the host CPU itself. These facts have recently created new

lines of research in the area of data management. The first results are promising, disclosing

new challenges to be dealt with, as well as the weaknesses of the current technology.

5.1.1 Fast NVMe Devices and Programming Frameworks

As SSDs are becoming increasingly faster, software turns into a bottleneck. The I/O stack

was designed on the assumption that the CPU can smoothly process all data from many I/O

devices, a fact that does not longer hold.

Up to now, Linux AIO has been successfully utilized to accelerate the performance of

one- and multi- dimensional indexes [100, 35] exploiting the high bandwidth and the internal

parallelization of SSDs. However, the advances in non-volatile memories (e.g. 3DXPoint,

Z-NAND) enabled a new class of storage devices that provide high IOPS in small queue

depths and ultra low latency – 7µs for 3DXPoint, 12µs for Z-NAND, >70µs for commodity

NAND SSDs.
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The authors in [63] categorize this new device family as Fast NVMe Devices (FNDs).

According to them, AIO is not adequate to exploit the full performance benefit of FNDs.

Therefore, new programming frameworks are needed to enable user programs to directly ac-

cess storage. The Storage Performance Development Kit (SPDK) is such a framework [138].

It provides a user-space driver that eliminates redundant data copies inside operating system’s

I/O stack and facilitates high parallel access to NVMe SSDs. Thus, it achieves 6 to 10 times

better CPU utilization compared to the NVMe kernel space driver [138]. Recently, SPDK

has been successfully used to enhance the performance of a key-value store [63]. Another

similar framework for user-space I/O is NVMeDirect [59], aiming to avoid the overhead of

kernel I/O by exploiting the standard NVMe interface. Its performance is comparable with

that of SPDK.

Summarizing the above, we believe that FNDs and new programming models can be

a point of departure for future research in data indexing. Specifically, most works so far

focus on exploiting the high bandwidth and internal parallelization of SSDs, or to alleviate

the difference between read and write speeds. To achieve these goals, they usually group

I/O operations issuing them into batches. However, the performance characteristics of FNDs

render, in some cases, these strategies obsolete, providing a stepping stone for new research.

From a different point of view, FNDs can also be exploited in hybrid (FND/SSD) storage

configurations.

5.1.2 Open-channel Architecture

The increasing adoption of SSDs in the enterprise data centers has introduced demands for

high resource utilization and predictable latency [11, 14, 57, 125]. Although NAND flash

solid state drives provide high performance surpassing their predecessors, the spinning disks,

they exhibit unpredictable latencies. This shortcoming originates from the way raw NAND

flash is managed by FTL. Internal operations like garbage collection may charge a certain

workload with extra latency. Similar delays are also introduced by I/O collisions on flash

chips, since writes are slower than reads. These issues are aggravated as the capacities of

SSDs are becoming larger and many different applications submit I/O requests to the same

device. Furthermore, today’s SSDs have been designed as general purpose devices, which

is sub-optimal for certain applications. Specifically, some recent works [118, 125] have

shown that flash-based key-values stores under-utilize or even misuse standard NVMe SSDs.

The complete isolation of SSDs’ internal from the host applications leads to inefficiencies

like redundant mapping, double garbage collection and superfluous over-provisioning [118].

Therefore, a new class of SSDs, referred to as open-channel (OC) SSDs, is anticipated to

overcome these limitations. OC SSDs expose their resources directly to the host, enabling

applications to control the placement of data.
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A first considerable effort to develop OC SSDs has been made by Baidu1 aiming to ac-

celerate the performance of a modified Level-DB key-value store [125]. So, 3000 devices

have been deployed, each one incorporating 44 channels accessible as independent block

devices. DIDACache [118] is another OC SSD prototype for key-value stores. It is accompa-

nied by a programming library which gives access to drive’s data. The authors demonstrated

a key-value caching mechanism based on Twitter’s Fatcache. A more generic cross-vendor

implementation for OC SSDs was proposed in [11, 41]. It comprises the minimal FTL fi-

rmware code, running on the SSD controller, and the LightNVM kernel subsystem in the

host. Minimal FTL enables access to SSD resources, whilst the host subsystem controls data

placement, I/O scheduling and garbage collection.

All studies until now handle SSDs as black boxes, relying on assumptions about their per-

formance. OC technology enables the development of new, more efficient data structures that

have full control of internal parallelization, data placement and garbage collection. Hence,

OC architecture can also be the staring point for new, simple yet powerful computational

models. However, the required hardware platforms are rare and of considerable cost. Fortu-

nately, an OC SSD simulator has been introduced recently [70], providing a great opportunity

for researchers that seek to exploit OC SSDs in data indexing.

5.1.3 In-Storage Processing

In-storage processing [60], near-data processing [7, 42], in-storage computing [55, 122, 123]

and active SSDs [30, 68] are alternative terms used to describe recent research efforts to move

computation closer to the data, inside the storage devices.

Accelerating query performance involves reducing the overhead of moving data from

persistent storage to main memory [29]. An intuitive way to achieve this is to aggregate or

filter the data locally, inside the SSD. As mentioned, modern SSDs incorporate embedded

processors (e.g. ARM) to execute FTL. Moreover, their internal bandwidth is much higher

than that of host interface. Thus, the SSD controller is located close to data and can access it

really fast. Local processing inside the SSD improves performance and energy consumption

since the transfer of high volumes of data is avoided [123].

An external sorting algorithm, implemented on the Openssd2 platform, is demonstrated in

[68]. The host CPU is used to perform partial sorts, which are stored on the SSD, whereas the

embedded CPU assumes to merge the final result. The SSDs’ computing capabilities are used

to accelerate the performance of search engines in [122, 123]. The authors seek to determine

which search engine operations can be offloaded to SSD for execution. Particularly, they

study list intersection, ranked intersection, ranked union, difference and ranked difference

operations using Apache Lucene3 as testbed.

1Baidu Inc. is the largest Internet search engine in China.
2http://www.openssd.io
3https://lucene.apache.org/
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A generic programming framework for developing near-data processing applications is

presented in [42]. It is built around a commercial enterprise SSD by Samsung. The platform

achieved significant performance gains during queries’ evaluation in MariaDB4. In a bit dif-

ferent direction, the processing capabilities of flash memory controllers (FMC) are examined

in [30, 60]. A new architecture, based on stream processors placed inside each flash mem-

ory controller, is studied. The proposed system succeeded to accelerate the performance of

database scans and joins in simulated experiments.

In-storage processing is a quite interesting research field. It has been successfully utilized

to enhance the performance of databases queries. Data indexing may gain significant benefits

from offloading certain operations (e.g. scans, sorts) to the SSD, avoiding exhaustive data

transfers. This requires access to special hardware prototype platforms. To the best of our

knowledge, only one public available platform exists (Openssd). The rest of the examined

prototypes in the literature come from SSD manufacturers and they are not widely accessible.

5.1.4 NVM as Main Memory

These days Optane DC memory, the first product based on NVM, is becoming widely avail-

able to the market. It was developed with 3DXPoint memory and is packed in DIMM mod-

ules like DRAM. It can be alternatively configured as either volatile memory, extending the

capacity of DRAM, or persistent main memory. NVMs bring a new era in computing, pro-

viding high capacities and extremely low latency. However, the integration of NVMs into

current computer systems introduces challenges that have to be addressed.

[133] proposes different methods to deploy the advantages of NVMs. Briefly, NVMs can

be used either as secondary storage attached to DRAM bus, or as persistent main memory. A

straightforward method to use NVMs as storage devices is through a file system. Traditional

files systems, designed mainly for spinning disks, are unsuitable for NVMs. For this reason,

new NVM-aware file systems [132] have been introduced, or the old ones have been properly

modified (e.g. ext4-DAX). Using NVMs as a storage medium does not take full advantage of

them. However, exploiting them as persistent main memory requires redesigning of all well-

know data structures to keep data consistency in a system crash; recovering is not an easy

procedure, since contemporary CPUs reorder commands to improve performance. NV-Tree

is a representative example of a high efficient B+tree for NVMs [137]. The authors in [133]

describe an interesting alternative to port legacy applications to NMVs, employing the Direct

Access (DAX) mechanism.

Another aspect is the design of comprehensive NVM cost models. Recent research efforts

[12, 49, 43] study the lower bounds of fundamental problems, such as sorting, graph traversal,

sparse matrix operations, etc., taking into account the asymmetric reading and writing cost

of NVMs. NVMs hosted in the memory bus are going to revolutionise computing, imposing

4https://mariadb.org/
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new challenges, different from those the SSDs present. A considerable amount of studies

already exists; however, much more needs to be done to exploit their full potential.

5.2 Conclusions

During the last years, the market share of flash-based secondary storage devices has increased

at very high rates. This can be attributed to the appealing properties of the flash technology:

high throughput, low access latencies, shock resistance, small and low power consumption to

name a few. However, a number of medium peculiarities, like erase-before-write, asymmetric

read/write latencies and wear-out, prevent its use as direct substitute (either blocked or “raw”)

of the magnetic disk. Actually, the lack of a realistic flash model, like, e.g. the very successful

I/O model of HDDs, greatly complicates the design and analysis of efficient flash-aware

indexes and algorithms. Recent research has shown that large batches of parallel I/Os must be

utilized to ensure that SSDs internal parallelization and NVMe protocol are fully exploited.

With this type of I/O, there is adequate workload supply in all parallel levels of the device.

Moreover, the small random write operations, that may cause frequent garbage collection

operations, are eliminated; and the interference between reads and writes is restrained.

We saw that recent advances in programming frameworks, devices’ architecture (e.g.

Open-Channel SSDs), arisen computing paradigms and upcoming NVMs, create new lines

of research in the design and deployment of efficient index structures. In our point of view

open-channel architecture is maybe the most challenging advancement, since it provides ac-

cess to SSDs’ internals, ensuring predictable latency to data retrieval tasks. Additionally,

the new programming frameworks can not be ignored in the implementation of efficient in-

dexes for the next generation SSDs. On the other hand, in-storage processing is a interesting

research topic, however, it requires access to specialized equipment. Finally, the introduc-

tion of NVMs in the memory hierarchy is going to revolutionize data access imposing new

questions to research.
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